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Abstract

Over the last decade, both the Internet and mobile telephony have become parts of
daily life, changing the ways in which we communicate and search for information. These
two distinct technologies are now slowly merging. The topic of this thesis is TCP over
wireless, and the automatic control that is used within the system, from the link-layer
power control to the end-to-end congestion control. The thesis consists of three main
contributions.

The first contribution is a proposed split-connection scheme for downloads to a mobile
terminal. A wireless mobile terminal requests a file or a web page from a proxy, which in
turn requests the data from a server on the Internet. During the file transfer, the radio
network controller (RNC) sends radio network feedback (RNF) messages to the proxy. These
messages include information about bandwidth changes over the radio channel, and the
current RNC queue length. A novel control mechanism in the proxy uses this information
to adjust the sending rate. The stability and convergence speed of the proxy controller is
analyzed theoretically. The performance of the proposed controller is compared to end-
to-end TCP Reno, using ns-2 simulations for some realistic scenarios. It is shown that the
proxy controller is able to reduce the response time experienced by users, and increase the
utilization of the radio channel. The changes are localized to the RNC and the proxy; no
changes are required to the TCP implementation in the terminal or the server.

The second contribution is the analysis of an uplink channel using power control and
link-layer retransmissions. To be able to design the link-layer mechanisms in a systematic
way, good models for the link-layer processes, and their interaction with TCP, are essential.
The use of link-layer retransmissions transforms a link with constant delay and random
losses into a link with random delay and almost no losses. As seen from the TCP endpoints,
the difference between such a link and a wired one is no longer the loss rate, but the packet
delay distribution. Models for the power control and link-layer retransmissions on the link
are used to derive the packet delay distribution, and its impact on TCP performance is
investigated.

The final contribution involves ways to optimize the link-layer processes. The main
result is that TCP performance, over a wireless link with random retransmission delays, can
be improved by adding carefully chosen artificial delays to certain packets. The artificial
delays are optimized off-line and applied on-line. The additional delay that is applied to
a packet depends only on the retransmission delay experienced by that same packet, and
this information is available locally at the link.






Preface

Nitverk, ndtforband (Lat. opus reticulatum), bygnk., ett murférband,
hvari stenarna dro stillda pa hérn, sa att fogarna bli diagonala, (se fig.),
stundom anvdndt i den gamla romerska och nagon gang i den fornkrist-
na byggnadskonsten. Afven en ndtliknande ornering kallas nitverk. Jfr
Mur, sp. 1372.

G. H. W Upmark, Nordisk familjebok, 1914.

This thesis is the result of research in the area where computer networking and
the theory of automatic control intersect. The project “Towards a self-regulating
Internet” at KTH was started in 2002. This project is a collaboration between the
automatic control group at the department of Signals, Sensors, and Systems at
KTH, and the communications networking group, which at the time' was part of
the department of Microelectronics and Information Technology at KTH. I was the
first graduate student in automatic control, to be involved in this project.

In recent years, applying control theory to computer networking, as an emerging
research field, has attracted interest from three different communities and cultures:
the control theory community, the networking community, and the telecommunica-
tion community.

When I got involved in the project, I was well versed in mathematics and com-
puter science, and I knew the basics of control theory. I had considerable practical
experience with computer networking, from the period I spent helping building the
first dorm network in Linkoping, and from programming various network applica-
tions, but I was not familiar with networking theories and research. The traditional
telecom world was, and still is, to some degree, an alien world.

So it has been interesting and rewarding to try to get the different traditions and
viewpoints to fit together. For a slightly exaggerated example, say that a mobile
and a base station exchange packets, and that packets that are lost due to noise
on the radio are retransmitted (this is called link-layer retransmissions, and is one
central issue in this thesis). A control theorist would think about the base station
and mobile as a feedback control system, and draw a simplified block diagram. A
computer network researcher might view the retransmissions as a dubious hack,

I Today, the organization is different. Both groups are now part of the same department, and
have the fortune of being located in the same building.
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intended to make the important end-to-end protocol TCP work better, and then
implement it in the ns-2 network simulator. A telecommunications researcher
might view the retransmissions as a quality of service parameter, which the operator
could charge extra for. Since the work has been done within the automatic control
group, I have tried to primarily keep a control perspective sometimes translating
networking concepts into the language of automatic control.

The research described in this thesis has been partially funded by the Swedish
Research Council, by the Swedish Foundation for Strategic Research, by the Eu-
ropean Commission through the HYCON and RUNES projects, and by the Swedish
Center for Internet Technologies.

Photos are kindly provided by Kjell Enblom and Todd Klassy. The latter photo
is distributed under the Creative Commons attribution license.

I would like to thank my advisor Karl Henrik Johansson, who has read and
commented on my draft papers more times than anybody else, and Carlo Fischione,
who has helped me to get the radio communications issues right. For the radio
network feedback work, thanks goes to Inés Cabrera Molero, who performed the
simulations and wrote the needed ns-2 code, as part of an excellent master of science
thesis, and also to the people at Ericsson who were involved: Ake Arvidsson, Justus
Petersson, and Robert Skog.

I would like to thank my fellow PhD students and the other friendly people in
the control group. Finally, I would like to thank Cecilia for her encouragement,
ever since I first started on this project.
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Chapter 1

Introduction

The main theme of this thesis is the use of TCP /TP over wireless links,
and interactions between processes in different layers.

1.1 Motivation

Over the last decade, both the Internet and mobile telephony have become parts
of daily life, changing the ways we communicate and search for information. These
two distinct tools are now slowly merging, both at the surface, and in the underlying
communication infrastructure.

A wireless mobile Internet means that mobile gadgets are first-class citizens of
the Internet. Any communication task, e.g., email, web browsing, Internet radio,
or peer-to-peer file sharing, that is possible with a stationary computer connected
to the Internet, should be equally possible with a suitable mobile gadget.

Enabling a wireless mobile Internet is a huge task. One prerequisite is that
TCP /1P, the two most important protocols on the Internet, must work satisfactorily
across a heterogeneous network consisting of an assortment of stationary and mobile
devices, connected by different types of wired and wireless links.

The focus of this thesis is on the TCP protocol, the problems encountered when
using TCP over cellular radio links, and the various feedback control loops used
within the system. This first chapter provides an introduction to the TCP-over-
wireless problem, and outlines the contributions in this thesis. Chapter 2 provides
additional background material and references. The main contributions are found in
Chapters 3-5. Finally, Chapter 6 discusses the results, and outlines some directions
for future research.

1.2 IP networking and the end-to-end principle

Layered design of communication systems is a modularization technique, where
each layer at a particular node needs to know how to communicate with the layers
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Application layer
Presentation layer
Session layer Application
Transport layer Transport
Network layer P
Link layer Link
Physical layer Physical media

Figure 1.1: Left: The 0sSI networking stack. Right: The 1P networking model.

directly above and below at the local node, but only to the same layer at remote
nodes. E.g., the Internet Protocol (1P) layer (or networking layer) needs to know
how to transmit 1P packets using the local link-layer, but it does not need to know
anything about the receiver’s link-layer.

The Open Systems Interconnection (0sI) reference model specifies seven layers,
illustrated to the left in Figure 1.1. From bottom to top: physical layer, link layer,
networking layer, transport layer, session layer, presentation layer and application
layer. IP networks uses a somewhat simpler model. At the core, we have the 1P
layer, corresponding to the networking layer of the 0SI model. The 1P layer is a
fairly primitive packet transport service, which provides unreliable best effort packet
delivery between nodes, identified by their 1P addresses (32 bits for 1P version 4,
128 bits for 1P version 6). Packets may be dropped, duplicated or delivered out of
order.

The power of 1P, the Inter-network protocol, is that it is used to communicate
across heterogeneous networking environments, e.g., ethernet, point-to-point links,
and cellular networks. These different technologies are accommodated as the ab-
stract notion of a link and a link layer. The link layer is directly below the 1P layer
in the networking stack, and it provides 1P packet transport between nodes that
share the same link. There are multitude of different link types in the Internet,
and a multitude of transport layer and application layer protocols, but they are all
used with a single packet transport service: 1p. This is illustrated to the right in
Figure 1.1.

Above the 1P layer, we have the transport layer, where the Transmission Control
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Protocol (TCP) is the protocol of primary interest. TCP is responsible for dividing
a data stream into packets, ensure reliable delivery even when the 1P layer loses,
reorders, or duplicates packets, and at the same time it senses the state of the
network to avoid overloading it. In the context of 1P networking (as opposed to
the construction of applications and application protocols), everything above the
transport layer is usually referred to as “application layer”, with no subdivision
into session layer, presentation layer, etc.

There are no sophisticated mechanisms for resource reservation or allocation
built in to the 1P layer; the normal response for a router or link that is overloaded
is to simply discard the packets it cannot handle, and leave to the communicating
endpoints to sort things out best they can. This is an important design choice:
The network core is simple, while endpoints must be quite sophisticated in order
to work well together with the network. This design is known as the end-to-end
principle.

1.3 The TCP protocol

The dominating transport layer protocol is TCP. It is used for all kinds of data
streams: long-lived low bandwidth interactive traffic, e.g., telnet and ssh sessions,
short-lived file transfers, e.g., web traffic, longer lived bulk transfers, e.g., ftp and
file sharing, and almost real-time traffic, e.g., Internet radio.

A TCP connection is a bidirectional, flow controlled, reliable stream of data
between two endpoints, identified by 1P-address and port number. Our primary
interest is in TCP connections for transfer of smaller or larger files. For this TCP us-
age, it is desirable to get as much data as possible through the network, while at the
same time we must avoid overloading the network, and share available bandwidth
in a fair way with other users.

TCP uses a sliding window flow control. The window limits the amount of data
that can be sent without waiting for acknowledgement (ACK) from the receiver.
When the window is constant, this results in the so called “ACK clock”; the timing
of each sent packet is determined by the reception of the ACK for an earlier packet.

One can think about the sliding window and the ACK clock as a peculiar inner
control loop which determines the sending rate; when the roundtrip time fluctuates,
the sliding window gives an average sending rate of one full window per average
roundtrip time. The window size is adjusted depending on received ACKs, and it is
the details of this outer loop that differ between TCP variants.

The objective of the TCP window control is to get a high throughput, close
to the connection’s fair share of the available bandwidth, and at the same time
avoid overloading the network. The fair share can vary due to varying amounts of
competing cross traffic, and also due to network changes such as to routing updates
or radio links with time-varying capacity.
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Figure 1.2: Left: Point-to-point microwave link, which connected the student dorm
network in Linkdping to the the campus network and the Internet, 1993-1996.
Photo by Kjell Enblom, RydNet. Right: Cell phone tower in Oregon. Photo by
Todd Klassy.

1.4 Wireless links

Until the 1990s, the Internet consisted almost exclusively of wired links, consisting
of copper cables and optical fibers. The occasional point-to-point microwave links
were usually quite reliable high power devices using parabolic antennas, such as the
link at the left of Figure 1.2.

Today, mobile wireless communication is common place, thanks to the infras-
tructure of mobile telephony. Radio communication in the cellular telephony system
is more difficult than a point-to-point microwave link, due to lower transmission
power, mobility, and often lack of a direct line-of-sight between transmitter and
receiver. The mobile telephony system is tailored to handle these difficulties of the
available radio channel.

For the future, we need to integrate the mobile telephony system with the
Internet infrastructure. To make the mobile terminal a first class citizen of the
Internet, we need to use TCP and 1P all the way out to the terminal. To make
such an integrated system work efficiently is challenging, because the wireless link
available to the terminal has different characteristics than the wired links that Tcp
was originally designed for.

The operation of a wireless link is much more complex than traditional electrical
or optical links. The various mechanisms used, and the corresponding input and
output signals, are shown in Figure 1.3.



1.4. WIRELESS LINKS )

Encode @. Decode
R o
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Figure 1.3: Wireless link mechanisms. From left to right: Buffer of frames to send,
channel coder, modulator, transmission amplifier, transmission antenna, channel
gain, channel noise, reception antenna, demodulator, and channel decoder.

On the sending side, at the left in the figure, we have a buffer of frames to
send, controlled by a scheduler which decides which frame to transmit in which
time slot. Next, a channel coder, adding redundancy for error correction coding,
and a modulator, selecting the modulation scheme and the particular waveform to
use. Finally, a power amplifier and the transmission antenna.

The disturbances on the radio channel can usually be accurately modelled as a
multiplicative gain disturbance and an additive noise, g and n in the figure. These
are time-varying due to movement of antennas and obstacles, and due to varying
level of background noise and interference.

On the right, we have the receiver, consisting of a demodulator that detects
the used waveform, and a decoder that tries to correct symbol errors. Besides the
actual data, the output signals from the receiver are the signal to interference ratio
(S1R)! and a per frame indication saying if the frame could be recovered after error
correction. The available control signals are the transmission power, the sending
rate used by the modulator, the amount of redundancy added by the channel coder,
and the scheduling, i.e., decisions on which frame to transmit when, as well as
possibly deciding to stay silent when conditions are too bad.

The figure shows a single wireless link. In practice, we have multiple links oper-
ating in the same area and frequency range. In this thesis, the focus is on cellular
architecture, where base stations are distributed geographically, each base station
handles a number of mobile terminals, and the access scheme used is wideband code
division multiple access (WCDMA).

In a cellular system, the design tradeoffs are quite different for the uplink, i.e.,
transmission from a mobile terminal to the base station, and the downlink, i.e.,
transmissions from the base station to the mobile terminals. In the uplink, capacity
is limited by the interference between mobile terminals, which makes power control
crucial. The performance of the power control influences not only the battery life of
the terminals, but also the overall capacity and stability of the system. The power
used by one terminal appears as an additive disturbance for the other users. In

IThe SIR compares the power of the signal to the power of the interference from other users.
This is different from the signal to noise ratio, which compares the power of the signal to the power
of the thermal noise. In cellular systems, interference usually dominates over thermal noise.
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Link-layer Split connection
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End-to-end
Figure 1.4: Approaches to the TCP over wireless problem.

the downlink, on the other hand, the base station can use scheduling or orthogonal
modulation to limit the interference between transmissions to individual terminals.
Instead, the downlink capacity is limited by the transmission power of the base
station, and by interference from neighboring base stations.

The various transmission parameters, e.g., rate, redundancy, scheduling and
power, are controlled using cascaded feedback loops, working on different timescales.
Power control based on the received SIR is the fastest loop, working on a 1 ms time
scale, scheduling works on a timescale of time slots, 10 ms, while adaptation of
the rate and of the amount of redundancy is typically another order of magnitude
slower.

1.5 TCP over wireless

When sending 1P packets over a wireless link, the 1P layer sees a link where one or
more of the capacity, the loss rate, and the delay characteristics varies with time.
Use of the available link-layer control mechanisms (power control, rate adaptation,
forward error correction, and retransmission scheduling) enables us to make trade-
offs between capacity, loss and delay, but it is not possible to achieve constant high
capacity, low delay, and low loss, which is characteristic of a wired link.

The TCP congestion control mechanisms were designed to adapt to the type
of disturbances that are common in a wired network, where available bandwidth
varies due to cross traffic and occasional routing or capacity changes, and delays
are caused by constant propagation delays and queueing delays.

When TCP is used over the cellular infrastructure, the result is often that both
end-to-end throughput and radio link utilization are quite poor. This is because
the dynamic properties of TCP and of wireless links do not fit well together.

The objective of work on the TCP-over-wireless problem is to achieve both good
end-to-end throughput and efficient utilization of the radio resources, preferably
with as small changes to existing infrastructure and protocols as possible. The wild
fauna of proposed solutions to the TCP-over-wireless problem can be classified as
follows:
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End-to-end: Improve the TCP-protocol to adapt better to the disturbances from
wireless links.

Split-connection: Introduce a proxy in the wired network, close to the wireless
link. The proxy acts as an endpoint for a TCP connection over the wired
network, and communicates with the wireless terminal using a specialized TCP
version over the wireless part of the network, or even using some completely
different protocol.

Link-layer: Design link-layer tradeoffs that results in link properties that plain
TCP handles better.

These approaches are illustrated in Figure 1.4.

The proxy mechanism described in Chapter 3 falls into the split-connection class.
It uses an explicit HTTP proxy. Another variant of the split-connection approach
(which is not discussed in detail in this thesis) is called “performance enhancing
proxies”. Such a proxy does not act as a TCP endpoint, instead, it can insert,
delay or delete packets in the stream, usually acknowledgements from the mobile
terminal [7]. By doing so, the proxy can hide some of the wireless disturbances
from the endpoint on the wired network, or force the end point to react differently
to events on the wireless link.

Chapter 5 follows the link-layer approach. It describes a way to change the
packet delay distribution by adding some additional delay, which reduces the prob-
ability of spurious timeout and improves TCP throughput.

It is likely that mechanisms from more than one of these classes should be used.
An important aspect of the problem is to understand how the needed disturbance
rejection work should be divided between end-to-end mechanisms and mechanisms
closer to the wireless link.

1.6 Contributions
This thesis contains three fairly independent contributions.

e Chapter 3 proposes a split-connection proxy solution for TCP over the high-
speed downlink packet access (HSDPA) channel in wecDMA. The connection
between the proxy and the terminal does not use standard TCP congestion
control. Instead the proxy uses feedback control and feedforward control,
based on explicit messaging from the radio network controller (RNC), which
has detailed knowledge of the current radio conditions. Simulations and quan-
titative results have been presented as

I. Cabrera Molero, N. Méller, J. Petersson, R. Skog, A. Arvidsson,
O. Flardh, and K. H. Johansson. Cross-layer adaptation for TCP-
based applications in WCDMA systems. In IST Mobile & Wireless
Communications Summit, Dresden, 2005.
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The stability analysis will be presented as

N. Moller, I. Cabrera Molero, K. H. Johansson, J. Petersson, R. Skog,
and A. Arvidsson. Using radio network feedback to improve TCp
performance over cellular networks. In IFEEE CDC-ECC, Seville,
2005.

The ns-2 simulations for this chapter were done by Inés Cabrera Molero, as
part of her Master Thesis project [33].

Chapter 4 considers the uplink in a cellular system with power control and
local retransmissions. Models for all layers from the power control up to TCP
allow quantitative prediction of TCP performance degradation. This work is
the chronologically first, and has been presented as

N. Moller and K. H. Johansson. Influence of power control and
link-level retransmissions on wireless TCP. In Quality of Future In-
ternet Services, volume 2811 of Lecture Notes in Computer Science.
Springer-Verlag, Stockholm, 2003.

K. Jacobsson, N. Moller, K. H. Johansson, and H. Hjalmarsson.
Some Modeling and Estimation Issues in Control of Heterogeneous
Networks. In Mathematical Theory of Networks and Systems, Leu-
ven, 2004.

N. Moller, C. Fischione, K. H. Johansson, F. Santucci, and F. Graziosi.
Modeling and control of 1P transport in cellular radio links. In IFAC
World Congress, Prague, 2005.

Chapter 5 describes a way to make a wireless link with a discrete delay dis-
tribution more friendly to TCP, by adding artificial delays to certain packets.
This work has been presented as

N. Moller, K. H. Johansson, and H. Hjalmarsson. Making retrans-
mission delays in wireless links friendlier to Tcp. In IEEE CDC,
Bahamas, 2004.

and also at MTNS 2004 above.



Chapter 2

Background

TCP over wireless is a complex system with several cascaded feedback
loops. This chapter describes the use of automatic control in each sub-
system.

2.1 Congestion control in TCP

The objective of congestion control is to keep the load of the network close to the
available capacity, and at the same time share the available capacity fairly between
flows. Fairness is a peripheral issue in this thesis; but it must be noted that fairness
is an important constraint in the design of transport protocols for the Internet.
The TCP protocol was developed in the late 1970s, resulting in the Internet Stan-
dard RFC 793 [15]. The principles for TCP congestion control were developed a few
years later, in response to experience of “congestion collapses” in the Internet [24].

Window-based control

The most important concept in TCP congestion control is that of the congestion
window. The window is the amount of data that has been sent, but for which no
acknowledgement has yet been received. A constant congestion window means that
one new packet is transmitted for each ACK that is received.

The sending rate is controlled indirectly by adjusting the congestion size. The
standard way of doing this is documented in RFC 2581 [2], usually referred to
as TCP Reno. It is described in this section. Two other common variants are
TCP NewReno [18] and TCP with selective acknowledgements (SACK) [31, 19]. Before
explaining the control mechanisms, we have to look into how TCP detects packet
losses.



10 CHAPTER 2. BACKGROUND

Acknowledgements and loss detection

At the receiving end, acknowledgement packets are sent in response to received data
packets. TCP uses cumulative acknowledgements: Each acknowledgement includes
a sequence number that says that all packets up to that one has been received.
Equivalently, the acknowledgement identifies the next packet that the receiver ex-
pects to see.

When packets are received out of order, each received packet results in an ac-
knowledgement, but they will identify the largest sequence number such that all
packets up to that number has been received. E.g., if packets 1, 2, 4, and 5 are
received, four acknowledgements are generated. The first says “I got packet #1,
I expect packet #2 next”, while the next three acknowledgements all say “I got
packet #2, I expect packet #3 next”. The last two acknowledgements are duplicate
ACKs, since they are identical to some earlier ACK.

On the sending side, there are several possible reasons why duplicate ACKs are
received: Packets delivered by the network out of order, packets dropped by the
network, and ACK packets duplicated by the network.

Packet losses are detected by the sender in two ways:

e Timeout. If a packet is transmitted and no ACK for that packet is received
within the retransmission timeout interval (RTO), the packet is considered
lost.

e Fast retransmit. If three duplicate ACKs are received, the “next expected
packet” from these ACKs is considered lost. Note that this can not happen if
the congestion window is smaller than four packets.

Packets that are lost, as detected by either of these mechanisms, are retransmitted.
Furthermore, congestion control actions are also based on these loss signals, as
described below.

The value for RTO is not constant, but based on measured average and variation
of the RTT. It is also modified by the exponential backoff mechanism.

TCP congestion control state

There are four distinctive states in the TCP congestion control, illustrated in Fig-
ure 2.1, and two state variables related to congestion control: The congestion win-
dow cwnd and the slow start threshold ssthresh. Typical initial values when TCP
leaves the idle state and enters the slow start state are a cwnd of 2 packets, and
a ssthresh that is the maximum value allowed by the wire protocol and by the
receiving end.

We look at the operation of each of the four states in turn.
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Figure 2.1: TCP state diagram. Transitions back to the idle state are omitted.

Slow start

The slow start state is the first state entered when a flow is created, or when a
flow is reactivated after being idle. The slow start state can also be entered as
the result of a timeout. In this state, cwnd is increased by one packet for each
non-duplicate ACK. The effect is that for each received ACK, two new packets are
transmitted. This implies that the congestion window, and also the sending rate,
increases exponentially, doubling once per RTT.

It may seem strange to refer to an exponential increase of the sending rate as
“slow start”; the reason is that in the early days, TCP used a large window from the
start, and the introduction of the slow start mechanism did slow down connection
startup.

Slow start continues until either

e cwnd > ssthresh, in which case TCP enters the congestion avoidance state, or

e a timeout occurs, in which case TCP enters the exponential backoff state, or

e three duplicate ACKs are received, in which case TCP enters the fast recovery
state.

The motivation for the slow start state is that when a new flow enters the
network, and there is a bottleneck link along the path, then the old flows sharing
that link need some time to react and slow down before there is room for the new
flow to send at full speed.
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Congestion avoidance

In congestion avoidance mode, cwnd is increased by one packet per RTT (if cwnd
reaches the maximum value, it stays there). This corresponds to a linear increase
in the sending rate. On timeout, TCP enters the exponential backoff state, and on
three duplicate ACKs, it enters the fast recovery state.

The motivation for this congestion avoidance mechanism is that since TCP does
not know the available capacity, it has to probe the network to see at how high a
rate data can get through. Aggressive probing would make the system unstable,
and a single packet increase seems to work well in practice.

Exponential backoff

TCP enters the exponential backoff mode after timeout. Several actions are taken
when entering this state:

e The lost packet is transmitted.
e The state variables are updated by ssthresh «— cwnd/2, cwnd « 1 packet.

e The RTO value is doubled.

If the retransmission timer expires again with no ACK for the retransmitted packet,
the packet is repeatedly retransmitted, RTO is doubled, and ssthresh is set to
1 packet [16]. The upper bound for the RTO is on the order of one or a few minutes.

Exponential backoff continues until an acknowledgement for the packet is re-
ceived, in which case TCP enters the slow start phase, or the TCP stack or application
gives up and closes the connection.

The motivation for the exponential backoff mechanism is that timeouts, in par-
ticular repeated timeouts, are a sign of severe network congestion. In order to avoid
congestion collapse, the load on the network must be decreased considerably and
repeatedly, until it reaches a level with a reasonably small packet loss probability.

Fast recovery

TCP enters the fast recovery state after it detects three duplicate ACKs. When
entering this mode, the first actions of TCP is to retransmit the lost packet, and set
ssthresh «— cwnd/2.

TCP then continues to send new data at approximately the same rate, one new
packet of data for each received duplicate ACK. In RFC 2581 [2], this is described
using a fairly complex procedure that artificially inflates cwnd.

If no AcCK for the retransmitted packet is received within the RTO interval, TCP
enters the exponential backoff state. Otherwise, when an ACK for the retransmitted
packet is finally received, TCP sets cwnd = ssthresh, i.e., half the cwnd value at the
start of the recovery procedure, and enters the congestion avoidance state.
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If more than one packet is lost within the same window, fast recovery is limited
in that it can recover only one packet per RTT. This is the main problem addressed
by TcP NewReno and TCP SACK.

The motivation for the fast recovery mechanism is that the reception of duplicate
ACKs indicates that the network is able to deliver new data to the receiver. Hence,
the network is not severely congested, and we can keep inserting new packets into
the network at the same rate as packets are delivered, at least for a while.

On the other hand, the loss of a packet also indicates that the network is on the
border of congestion. At the end of the fast recovery procedure, cwnd is halved.
TCP restarts the probing of the congestion avoidance state at a lower sending rate,
at which it did not get any losses.

It should also be noted that halving the cwnd also implies that TCP will stay
silent for about half an RTT, waiting for ACKs that reduce the number of outstanding
packets, until the outstanding packets match the new window size.

Control theoretic view of congestion control

In control theoretic terms, a mechanism for congestion control of a flow in the
network must somehow estimate the flow’s fair share of the available bandwidth,
and then use a sending rate based on this estimate. The main difficulties in doing
this is that:

e Information about the network state, available at the endpoints, is scarce.

e The value being estimated, the fair share of available capacity, is time-varying
and subject to disturbances.

e Sending rates based on an overestimation of the true value will quickly lead
to queues building up in the network, leading to both packet losses and longer
roundtrip times for those packets that are not lost.

A router in the network can be expected to know the capacities of attached
links, the arrival rate for recent traffic, and the lengths of its queues. But, in the
spirit of the end-to-end principle, routers should not be expected or required to
maintain any per flow information. The signalling from the network infrastructure
to TCP end nodes is severely limited. The signals available to end nodes are the
arrival and timing of ACKs, and, if supported by the network, a single bit of explicit
congestion notification (ECN) attached to each ACK [37].

Disturbance sources include varying levels of TCP cross traffic, varying levels
of non-congestion controlled cross traffic, routing and topology changes, and, for
wireless links, capacity changes due to variations of the radio channel.

The ACK clock

When TCP’s congestion window is kept constant, the sender transmits one new
packet for each received ACK, which is referred to as the ACK clock. The number



14 CHAPTER 2. BACKGROUND

of packets inside the network (be they data packets or ACKs) is kept constant. The
ACK clock is based on the idea that by controlling the number of packets inside the
network, we can control the load of the network.

. the packet flow is what a physicist would call ‘conservative’: A new
packet isn’t put into the network until an old packet leaves. The physics
of flow predicts that systems with this property should be robust in the
face of congestion.

Van Jacobson, [24]

The average transmission rate is one window of data per roundtrip time. In TCP
congestion control, the control signal is the window size, and the actual sending rate
is controlled only indirectly by adjusting the window.

Additive increase, multiplicative decrease

The combination of the congestion avoidance and fast recovery mechanisms, often
called Additive Increase, Multiplicative Decrease (AIMD), leads to a TCP sending
rate that is sawtooth shaped. When a small number of TCP flows share a bottle-
neck link, the senders tend to “synchronize”: All the flows increase their sending
rate until the traffic exceeds capacity and the bottleneck queue starts to build up.
When the queue overflows, packets from all flows are dropped, forcing the flows to
halve their window sizes almost simultaneously, and then the process starts over.
However, when a large number of flows share a bottleneck, synchronization seems
not to happen [3].

Bottleneck queues and RTT variations

The AcK clock partially addresses the problem of overestimation leading to queues
building up, since if a queue on the path builds up, the roundtrip time increases,
which leads to a decreased sending rate. The ACK clock by itself is however not a
very satisfactory control mechanism.

The reason is that in the Internet, there is a quite sharp distinction between
bottleneck and non-bottleneck queues. A queue that is not a bottleneck will natu-
rally stay almost empty. On the other hand, the congestion avoidance mechanism
of TCP will cause the bottleneck queues to stay close to overflow, at least if there
are a large number of flows. Then, the roundtrip time will be a constant value that
depends only on which queues are bottlenecks, plus a small random noise.

2.2 Wireless links

Wireless links result in disturbances to the 1P packet transport that are different
from the typical disturbances on wired links. The disturbances on a wireless link
may include
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Figure 2.2: Wireless link mechanisms. From left to right: Buffer of frames to send,
channel coder, modulator, transmission amplifier, transmission antenna, channel
gain, channel noise, reception antenna, demodulator, and channel decoder.

e Packet losses. Unlike wired networks, a wireless link can have a high packet
loss rate, and packet losses that are not associated with network congestion.

e Capacity variation. Due to, e.g., movements of the wireless terminal or ob-
stacles, the wireless link may switch between lower and higher sending rates.

e Delay variation. Due to, e.g., local retransmissions, the variation of packet
delay may be qualitatively different from that of a wired link.

e Temporary outages. As an extreme form of delay variation, packets may be
buffered for a long time, i.e., an RTT or more, during a temporary outage of
the radio channel, and be transmitted only after the radio channel is available
again.

Automatic control mechanisms of the wireless mechanisms at the link, see Fig-
ure 2.2, can be used to reject some disturbances, or trade one type of residual
disturbance for another. The signals and the corresponding feedback loops work
on different time scales.

Power control

Power control is the fastest loop. SIR-based power control uses feedback from the
measured SIR at the receiver to control the transmission power at the sender. This
is referred to as the power control inner loop, and the control objective is to keep
the received SIR close to a reference value SIR;ef.

Assume we use a constant sending rate and a constant amount of redundancy
for forward error correction (FEC). Let SIRpaq denote a SIR at which reception is
barely possible, corresponding to, say, a frame loss probability of 50%.

If the inner loop uses a reference value SIRyef > SIRpaq, and the fading, i.e.,
variations of the channel gain, is slow enough, then the inner loop by itself can
reject the fading disturbance, and ensure that the received SIR is higher than SIRp.q
almost all of the time. But when the fading is faster other strategies are needed.

If the fading is too fast for the inner loop, then the variation of the channel gain
g is larger than the variation of the power, controlled by the inner loop. The result
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is that the received SIR will vary in the same way as the channel gain, and at the
times when ¢ is smallest, we can have SIR < SIRpaq-

To deal with this situation, the target value for the SIR can be increased. Then
the varying received SIR is essentially increased by a constant. This shortens or
eliminates the time intervals when SIR < SIRp.q. Furthermore, if these time intervals
are made short enough, FEC with a suitable amount of redundancy can be used to
recover from any demodulation errors.

In Chapter 4 we will consider an outer power control loop that adjusts SIRyef
using feedback from the frame error signal from the decoder at the far right in
Figure 2.2.

The achievable performance of feedback power control is limited by two main
factors: One is the feedback delay, which makes it impossible to track fast changes
in the channel gain, as discussed above. The other is limitations on the control
signal. Increasing the transmission power causes interference for other users, which
coupled to the other users’ power control may jeopardize stability of the system: If
every user increases his own transmission power without limit, all communication is
drowned in interference. Global stability is one of the central issues in distributed
power control systems [21], in particular for the uplink in cellular systems.

Forward error correction

Forward error correction adds redundant parity bits to each frame before trans-
mission. On reception, a limited number of errors in the data or parity bits can
be corrected. FEC does not rely on feedback, and is therefore not limited by the
feedback delay. It can correct errors due to short disturbances of duration down
to the transmission time for a single bit. The limit to the effectiveness of FEC is
instead in terms of the number of damaged bits per frame.

One technique that is commonly used to increase the effectiveness of FEC over
channels with bursts of errors is interleaving: Parity bits are added to each frame,
and then transmission of frames are interleaved in time. Then, an error burst
corresponding to the transmission time of, say, 100 bits, will not appear as 100 bit
errors in a single frame, but as 10 bit errors in each of 10 frames.

FEC is particularly attractive for wireless channels subject to multipath fading.
Such channels exhibit sharp dips in the channel gain, which it is not feasible to
reject by increasing the transmission power. But since the channel is in such a dip
only a fairly small proportion of the time, FEC with suitably chosen parameters can
correct the resulting errors. To get the most out of a channel, power control and
FEC should be tuned together [6].

Scheduling and link-layer retransmissions

Scheduling is the decision of which frame to send when. For a shared downlink
channel, such as the HSDPA channel in the universal mobile telecommunications
system (UMTS), the base station is free to decide which user to transmit for in each
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time slot. The decision can be based on measured or predicted channel quality for
the different users.

For an uplink dedicated channel, such as the one considered in Chapter 4, it is
not so much a question of when to use the channel, but a question of which frame
to send in each time slot. In particular, whether or not a new data frame should
be transmitted, or an old frame be retransmitted.

Tuning of the parameters for the link-layer control, i.e., power control, FEC, and
rate adaptation, usually tries to optimize the channel throughput, under constraints
such as the total cost of base stations and other infrastructure'. The selected
parameters may correspond to a fairly high frame loss rate, up to 10% [13, 32].

The impact of such a high frame loss rate, on the quality of the services that
the link is used for, naturally depends on the type of the service in question. As
discussed in the next section, for any service that depends TCP flows, a small loss
rate is essential for high quality.

By retransmitting damaged frames, one buys a small loss rate, and pays with
increased, random, delays. General recommendations on the use of local retransmis-
sions on Internet links are documented in RFC 3366 [17]. Link-layer retransmissions
can be viewed as a feedback loop, driven by the frame error signal. Chapter 4 mod-
els one link retransmission scheme, and analyzes the impact on TCP throughput.

2.3 TCP over wireless

Poor TCP performance over wireless links is a well-known problem. The traditional
explanation for poor TCP performance is that the wireless link drops packets due
to noise and fading on the radio channel, and that TCP interprets all packet losses
as indications of network congestion [14]. An overview of the problems and of
proposed mechanism at the link or transport layer can be found in [41].

Since TCP performance problems have been observed also on links with link-
layer retransmissions, and hence few lost packets, it is not sufficient to understand
how TCP is affected by packet losses. Using link-layer retransmissions trades losses
for delay, and the resulting delays can also influence TCP negatively. In Chapter 4,
we investigate the delay distribution for the uplink in a cellular system, and its
interaction with TCP.

Understanding and improving TCP behavior over wireless links is a topic of
intense research. This section describes a few representative contributions from
each of the main approaches, but it does not attempt to be an exhaustive survey
of the field.

IThis makes the most sense when operators are charging per received bit. With a flat rate
business, maybe the tradeoffs would be different?
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End-to-end

The end-to-end approach intends to improve TCP behavior over fairly general classes
of wireless links.

The Eifel algorithm adds extra information to packets (using the standard TCP
timestamp option) to make it possible for the sender to distinguish between ac-
knowledgements for original transmissions and for retransmissions [29]. This infor-
mation makes it possible for the TCP sender to react more intelligently to certain
types of disturbances. In particular, when all packets are delayed for a time longer
than the TCP timeout value but not lost (typical for a short temporary outage in
a link employing local retransmissions), recovery is improved significantly by using
the Eifel algorithm.

The idea of TcP Westwood is to estimate the available bandwidth over the
path, based on the timing of received ACKs [30]. When recovering after a loss, this
estimate is used to set the new rate to a less pessimistic value than the rate used
by standard TCP.

For wireless links where losses are the primary problem, one natural approach is
to try to detect if a packet loss is due to congestion or to transmission errors [10, 39,
20]. In general, the end-to-end approach leads to interesting estimation problems,
where end nodes use the limited data available, such as ACK timing, to extract
information about the network state.

Link-layer

The link-layer approach uses models for the underlying radio, and uses these models
for evaluation, tuning, and design, of link-layer mechanisms. In the context of TCP
over wireless, common quality measures are user response time and TCP throughput.

Within this class, TCP over links with random errors and no retransmissions is
analyzed in [1]. In [27], TCP throughput over a link is simulated, for various radio
conditions and link-layer retransmission schemes.

There are many important link tradeoffs that have been investigated, including
TCP downlink performance in a WCDMA system with joint rate and power adapta-
tion [22], the tradeoff between link-layer FEC and TCP throughput [12, 5], and the
tradeoffs between FEC, ARQ and transmission power [11, 6].

The Gilbert-Elliot model is widely used in the literature; this is a two-state
Markov model with one “good” and one “bad” state for the radio channel. TCP
behavior over links that use local retransmissions on top of a Gilbert-Elliot radio
channel is analyzed in [8, 36],

Cross-layer mechanisms

The end-to-end principle implies that the network and transport layers in a node
can not or should not know anything about the link layers in remote parts of
the network (the network layer in a node naturally has to be aware about the links
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that are physically attached to the same node). Architecturally, this is a very sound
design, but in some circumstances, in particular when wireless links are involved,
it may lead to suboptimal performance.

It is possible to improve the performance by introducing explicit cross-layer
signalling. This term denotes signalling between layers that are separated both
geographically and in networking stack order. Typically, the signalling is between
the transport layer in one or both endpoints, and the link layer attached to an
intermediate radio link. There are at least two types of cross-layer signalling. The
link can inform the transport endpoint of the radio link state, such as the current
capacity. One example of such radio network feedback is considered in Chapter 3.
It is also possible to let a transport endpoint inform the radio link layer of its
requirements, e.g., the preferred tradeoff between loss rate and delay.

Besides the general observation that a controller can usually do a better job
the more information it has about the process being controlled, another important
reason why cross-layer design is considered, is based on overall deployment issues.
Deploying a new version of TCP is a complex and time consuming process. Stan-
dardization is fairly slow, there are a large number of TCP-implementations that
must be updated, and there are huge number of devices that are attached to the
Internet, which must all be updated or replaced until a new version of TCP can
replace the current version.

For a solution to the TCP-over-wireless problem to be feasible in the short term,
i.e., deployable within a few years, it is essential that it does not require that a
majority of Internet devices be upgraded. It is preferable if upgrades are isolated
to a certain class of devices, e.g., Internet enabled mobile phones, or to a subset of
the network within a single administrative domain, e.g., one operator’s network.

Using cross-layer mechanisms provides some additional freedom in the design,
which can make a huge difference for the deployability of a solution. Whether or not
cross-layer mechanisms are fundamentally needed for a high performance wireless
Internet is an open and controversial question [9, 26].






Chapter 3

Radio network feedback

In this chapter, we investigate a cross-layer approach to improve the
performance for web browsing (or other forms of TCP download) over
a cellular network.

3.1 Introduction

When a user downloads a file or a web page from the Internet to a mobile terminal,
the path through the network includes a mobile terminal, a radio link to an op-
erator’s cellular network, a radio network controller (RNC), the operator’s internal
core network, a gateway between the operator’s network and the Internet, and a
web server attached to the Internet. Using a proxy in this way, as illustrated in
Figure 3.1, is an example of the split-connection approach to TCP over wireless.

Let us consider the flow of data from the web server to the mobile terminal, using
a high bandwidth wireless channel, such as the high-speed downlink packet access
(HSDPA) channel in WODMA. The bandwidth over the radio link varies with time,
including outage periods when no communication is possible. Using a pure end-
to-end protocol such as TCP, any information about the state of the radio link has
to pass down to the terminal and back, adding a significant delay. Furthermore,
during a temporary outage, no signalling from the terminal can reach the other
endpoint.

This motivates a cross-layer approach: The RNC is well informed about the
radio link state, and it is well connected to the Internet. So we can let the RNC
transmit radio network feedback (RNF) messages to the sender. A straight-forward
application of this idea requires that the TCP stack at the web server is modified
to take advantage of the RNF-signalling, which is unrealistic, at least in the short
term.

Instead, we use a HTTP proxy in the operator’s network.! Virtually all web
browsers support HTTP proxying, and the proxy communicates with the target web

1Using a more transparent TCP proxy is also possible.

21
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Figure 3.1: Proposed architecture. The mobile terminal on the left downloads a file
from the server on the right, via the proxy. During the transfer, the RNC generates
RNF messages including information about the current bandwidth over the radio
link, and the current RNC queue length. The proxy uses this information to adjust
its sending rate.

server using standard HTTP and TCP. Thus, only the RNC and the proxy, both part
of the operator’s network, need to be aware of the RNF mechanism.

This chapter proposes and analyzes a new control mechanism based on RNF.
The performance improvement, compared to end-to-end TCP, is evaluated in ns-2
simulations. It turns out that the RNF mechanism yields significant improvements
for both the radio link utilization and the end-to-end response times experienced
by the user. Sections 3.2 and 3.3 describe the system architecture and control
structure. The proposed controller is described and analyzed in Section 3.4, and
the discrete time implementation is described in Section 3.5. Finally, in Section 3.6,
the controller is evaluated using ns-2 simulations in three realistic use cases.

3.2 Architecture

Consider the transfer of a file, from a server on the Internet, to a mobile terminal
attached via an operator’s radio access network. Within the operator’s network,
there are two special nodes: An RNC, which among other things is responsible for
allocating bandwidth to user connections, and a proxy, which acts as a gateway
between the operator’s network and the Internet. The endpoints use standard TCP
to communicate with the proxy. The proxy, on the other hand, adapts its sending
rate towards the terminal using a custom control algorithm, which is aided by extra
information provided by the RNC. We make the reasonable assumptions that the
bottleneck for the connection is the radio channel, and that the operator’s network,
between proxy and RNC, does not suffer congestion.

The architecture is illustrated in Figure 3.1, where two TCP connections have
been established: one between the terminal and the proxy and one between the
proxy and the server. The RNC sends RNF messages to the proxy, including infor-
mation about the current bandwidth allocation and the queue length in the RNC.
The RNF messages are sent every time the bandwidth changes, and also periodically
with a relatively long period time, e.g., one second.

We will compare this system to the nominal setup, in which there is a direct
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Figure 3.2: Control structure. The controller uses event-triggered feedforward of
the available radio link bandwidth b, and time-triggered feedback of the RNC queue
length gq.

TCP connection between the terminal and the server.

We use the following notation. The bandwidth of the radio link is b. 7t is the
time it takes for a packet that is sent by the proxy to reach the RNC, and 7y, is the
time it takes for a packet that is forwarded by the RNC to reach the terminal, and for
the corresponding acknowledgement to get back to the proxy. The corresponding
RTT of the cellular network, excluding queueing delay at the RNC, is 7 = 7+ 7, and
the “pipe size”, or bandwidth-delay product, is br. We assume that b, ¢, and 7,
are constant most of the time, with occasional step changes. The queue length at
the RNC is denoted ¢, so that the RTT is 7 + ¢/b. The current window size at the
proxy is denoted w.

3.3 Control structure

The objective is to achieve a high utilization of the radio link and maintain the RNC
queue close to a reasonably small reference value g, by controlling the sending
rate of the proxy. Like in standard TCP, we use a window-based algorithm, but
unlike standard TCP, we take advantage of explicit information provided by the
RNC.

The control signal is the non-negative window size w, which indirectly deter-
mines the sending rate. The network provides the proxy controller with two kinds
of information. The control structure, with feedforward of radio bandwidth b, and
feedback of queue length g, is shown in Figure 3.2.

When the available bandwidth over the radio channel is changed, the RNC sends
an RNF message to the proxy to inform it about the new bandwidth. The controller
uses an event-triggered feedforward mechanism that takes advantage of this infor-
mation, and resets the window size to a new value,

w = b7 + Gyt (3.1)

Here 7 is an estimate of the propagation delay 7, and b is the new bandwidth from
the RNC’s RNF message.

Between bandwidth updates, the RNC periodically sends RNF messages with the
current queue length. The controller compares this feedback information to the
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reference value and adjusts its window,

Wit1 = Wi + (Gref — Qot1) (3.2)

The feedback loop uses a quite long sampling time, on the order of one second, and
it is designed to compensate for the bias caused by a feedforward controller based
on uncertain information. On shorter time scales, the transmission window is fixed,
and transmission is governed by the usual ACK clock.

3.4 Stability analysis

To investigate the stability of the control mechanisms, we use a flow level model.
The system input signal is w(t) and the output signal is ¢(t). The sending rate is
related to the window size by

w(t)

NI

where 7+ ¢(t — 7,) /b is the RTT corresponding to the queue length at the time the
most recently acknowledged packet was forwarded by the RNC. The rate of change
of the queue (as long as it is neither full nor empty) equals the difference between
the received rate and the bandwidth,

) = () — b= w(t — 7¢) B
:w(thf)—beq(th) '
T+qt—7)/b

Feedforward control

With feedforward control, the sender uses estimates b and 7 to compute a con-
stant control signal according to (3.1). Substituting this expression into the queue
dynamics (3.3), gives

. _277A'+Qref_b7-_q(t_7—)
q(t) = T+q(t—T7)/b

This time-delayed differential equation has an equilibrium point ¢* = grer + b — br,
and can be rewritten as .
o at—T15)—q
t)=———————
T4+q(t—7¢)/b

Define 7* = 7 + ¢* /b as the RTT corresponding to the equilibrium. The linearized
dynamics are

i) = (et~ 7))
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The Nyquist criterion gives asymptotic stability since
T 7r
— <1< =
T* 2

To estimate the convergence time, consider the poles of the linearized system, i.e.,
the solutions to

—TS

e

s+ =0

T*
Since the system is stable, all solutions lie in the half plane Res < 0. Note that
for any such pole, it holds that |s| = e”7R¢%/7* > 1/7* so the poles lie outside
of the disk of radius 1/7* around the origin. Let us derive a bound A > 0 for
the stability exponent of the system, i.e., a bound such that Res < —A\ for all
solutions to the characteristic equation above. The trajectories will locally converge
to the equilibrium faster than e=*!, and 1/ is an upper bound for the system time
constant. We use the following result.

Lemma 1 The equation ax = e*, with a > 0, has a solution x > 0 if and only if
a > e. Furthermore, the solutions satisfy 1/(a — 1) < z < 2a.

Proof: See Appendix A. O

First consider a real pool, s = —z. Then —z = —e™® /7*. With a = 7* /7, the first
part of the lemma yields 7* > e, and the second part gives 7& > 1/(7*/7 — 1), or
x > 1/(7* — 7). So in this case, we have the bound A > 1/(7* — 7).

Next, consider a complex pole in the left half plane, s = —z + iy, with ,y > 0.
Again we want to find a bound A > 0 such that all poles are to the left of Res = —A.
So assume that < A. Denote z = e~ "® = e"*(cos Ty — isinTy), and assume that
7*(x —iy) = —7*s = z, so that s is a pole of the system. First, note that

T*yg |T*S| — |Z| — 7% geT/\

Require A to be such that e™*7/7* < /2, which is always possible for some A > 0.
Then cos is decreasing on the interval (7y,7/2). We get for the real part

e‘r)\

.
T*A > 7"z = Re(—7"s) = Rez = €"" cos Ty > cos —
p

This implies that A > (1/7%)cos(e™7/7*). So if we choose A small enough, this
inequality is violated and then there can be no poles with z < \. Hence, define

e
A" = {smallest positive solution X, to 7°\ = cos ——}
=

We obtain the general bound for the stability exponent as

1
A = min (*—,)\I>
T —T
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/T

Figure 3.3: Stability exponent —\ for 7 = 1. The upper curve is the derived
conservative estimate —\ = min(1/(7* — 7),\’). The lower curve is computed
numerically using an order seven Padé approximation for the delay.

Note that 7\ depends only on the ratio 7* /7. Figure 3.3 shows 7\ as a function
of 7% /7. The convergence speed peeks for 7* = er, which is when the system has a
real double pole at —1/7. It is easy to obtain the bound A > 1/(4r) for the interval
T < 7" < er. To summarize, we have the following result.

Proposition 1 The feedforward control results in an asymptotically stable system,
with an equilibrium, which corresponds to a deviation from the reference value gref

that equals the estimation error for the pipe size, br — br. As long as " < er, the
convergence time constant for the linearized system is smaller than 4.

Feedback control

Next, consider feedback control of the window size, using queue length samples. The
primary objective of the feedback control is to cancel the bias that results when
using feedforward control from estimates b and 7 that are uncertain. A natural
approach is to use an integrating controller,

w(t) = — (q(t — 7b) — grer) (3.4)
With this control law, the closed loop system is described by the equations
. w(t—m)—br—qt—17
T+qt—7)/b (3.5)
U}(t) = _C, (q(t - Tb) - qref)
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Since ¢ and w are non-negative, these equations are valid only in the interior of the
domain ¢, w > 0. On the border w = 0 we have instead

w(t) = max (O, — (q(t —m) — Qref))

and similarly for ¢ on the line ¢ = 0.

The equations have an equilibrium point given by ¢* = grer and w* = b7 + qyet-
The RTT in stationarity is 7% = 7 + qyer/b. With this notation, the system can be
written as

o w(t =) —w" = (q(t = 7) — ¢*)
= SR
w(t) == (q(t — ) = q")

Note that the queue delay influences the system dynamics via the gain in the
expression for ¢, but the queue is not in the signaling path. In the RNF architecture,
the RNF messages say how long the queue is, but the RNF messages themselves do
not suffer any queueing delay. In other words, the time delays in the differential
equations are constant and not depending on the system state.

In the following analysis, we ignore the propagation delay 7 = 7t + 7,. We
will show that in this case the system is globally asymptotically stable. Introduce
q = q—q" and w = w—w*. Then, the non-linear system without propagation delay
can be written as

b o w — a
qt) = T+ q/b
w(t) = —c'q

[43

We make a change of variables by introducing a “virtual time” s, defined by dt =
(7* 4+ g/b)ds. The virtual time corresponds to the number of RTTs. Then

d¢ . -
4 _ 5

ds ¢

d{E |k~ C/'*Q
ds — T

These differential equations are still valid only in the interior of the region w,q > 0,
non-negativity has to be enforced at the borders. The phase portrait of this system
(for unit parameters) is shown in Figure 3.4. Our goal is to show that this system is
globally asymptotically stable in the region w, ¢ > 0. Define a candidate Lyapunov
function

Bb _,

V(@@) = P+ A4)+ 5,0
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Figure 3.4: Phase portrait of ¢g-w dynamics for the feedback control system.

where A and B are constants to be defined. Then

W 433+ 24)(@ - )
+ Big(—br* — §)
= —7*(3¢ +24)
+ Gi(2A — Bbr*)
+¢*w(3 — B)

Fix B =3, A = 3b7*/2. Note that
E]v"_ A= q — Qref + 3(b7— + Qref)/Q
=q+ Gret/2+3b7/2 >0
3&"' 24 = 3(q - Qref) + 3(bT + Qref)
=3(q+br)>0

Hence,

V(@G a) =7 (q+

dv
— =3¢ br) <0
P g (g+br) <

Gref t+ 3b7') 3b ~9
e — w

2 20
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By LaSalle’s Theorem, the trajectory converges to an invariant subset of the line
G = 0. The only such set is the origin (g, w) = (0,0), corresponding to (g, w) =
(¢*,w*), cf., the point (1,1) in Figure 3.4. We have thus proved the following result:

Proposition 2 The feedback control system, with negligible propagation delay in
the cellular network, is globally asymptotically stable.

3.5 Implementation

In practice, the sender does not have access to the continuous-time function ¢(¢),
but rely on samples sent from the RNC. Denote the sampling time by 7. For the
flow model to be valid, an averaging over at least one RTT is needed, so 1" should
not be shorter than the RTT. We next consider the case of a T several times larger
than the RTT. (In the simulations presented in next section, the sampling time is
one second.)

Between samples, the controller keeps w constant. The queue dynamics will
converge to the stationary value within about twice the system time constant.
From the analysis for a constant window size, in Section 3.4, we know that the
stationary value is ¢* = w — br. Hence, if T is sufficiently large, and w(t) = wy, for
kT <t < (k+1)T, then

@1 = q((k+1)T) ~ wy, — br

The continuous-time integrator controller corresponds to the discrete-time con-
troller

Wit1 = Wk + (Gref — Qrt1)

It turns out that ¢ = 1 is a good choice for the controller gain, because then
Q2 A W1 — OT R Wk + ret — (W — bT) — OT = Gret

The queue will thus converge to the target value within two samples, 27'.

3.6 Results

The proposed proxy controller takes advantage of RNF messages and thus gets bet-
ter performance out of the link compared to standard TCp. The gain has three
main components: Connection startup, outage recovery, and bandwidth adapta-
tion. They are discussed in detail below. After that, the RNC queue transients are
examined, and at end of the section, we describe a quantitative study for three
realistic use cases.

Several advantages with the proxy controller is illustrated by the ns-2 simula-
tions shown in Figure 3.5, which depicts available bandwidth (dotted), sending rate
for proxy controller (dashed), and sending rate for nominal end-to-end TCP (solid).
In this figure, note that the transmission via the proxy is completed in about 51 s,
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Figure 3.5: Available bandwidth (dotted), sending rate for proposed proxy con-
troller (dashed), and sending rate for nominal end-to-end TCP (solid). The link
under-utilization is visible as the area between the bandwidth and the sending rate
curves. The sending rates in this and the other figures in this chapter are in kbit/s,
averaged over 300 ms. The time axis is in seconds. (That the sending rates some-
times seem to exceed the available bandwidth is an artifact of the sampling of the
ns-2 simulation.)

while the end-to-end TCP transmission lasts approximately 10 s longer. It is clear
that the proxy controller is able to utilize the available bandwidth much better
than the nominal end-to-end controller.

Connection startup

The connection startup phase is illustrated in the very beginning of Figure 3.5. A
zoom in is shown in Figure 3.6. The initial delay before the sending rate starts to rise
is the RTT between terminal and server. The rate curve for nominal TCP is governed
by the slow start mechanism of TCP (Section 2.1). The flow from the proxy to the
terminal does not use slow start at all. However, the flow from the server to the
proxy does use slow start, which explains why the rate curve for the proxy can not
jump instantaneously to 1 Mbit/s. The reason that the proxy solution outperforms
nominal TCP, even though both curves are directly or indirectly limited by the slow
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Figure 3.6: Confection startup. The response for the proxy controller is limited
by the slow start of the server—proxy connection. It is still much faster than the
response of end-to-end TCP.

start mechanism, is that the the RTT between the proxy and the server is much
shorter than the RTT between the terminal and the server.

Outage recovery

When an outage occurs, TCP goes into timeout and retransmits lost packets re-
peatedly using exponential backoff. It will not notice that the outage has ended
until it receives an ACK for one of the retransmitted packets, which in the worst
case can be 60 seconds after the outage ended. This is illustrated in Figure 3.7,
which zoom in the second section (after slow start) of Figure 3.5. Furthermore,
when the outage has ended, TCP goes into congestion avoidance mode, where the
sending rate is increased only linearly, which means that it takes quite some time
until the sending rate approaches the available bandwidth. The proxy solution does
not suffer from this additional delay, since it gets explicit information from the RNC
when the outage starts (b = 0) and ends (b > 0). After the outage ends, the proxy
immediately starts sending at the right rate.
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Figure 3.7: Outage recovery. Since the proxy controller does not use exponential
backoff or congestion avoidance, it recovers much faster than the nominal TCP from
an outage.

Bandwidth adaptation

When the bandwidth of the radio channel is increased, a TCP sender in congestion
avoidance mode increases its sending rate slowly. When the bandwidth is decreased,
the TCP sender will not notice until some packet is lost due to buffer overflow in
the RNC. (In our simulations this does not happen, since we have a very large RNC
buffer.) Thanks to the feedforward mechanism in the proxy controller, it reacts
more quickly, as illustrated in Figure 3.8, which is a zoom in of the middle section
of Figure 3.5. The performance gain is not as significant as the gains in the slow
start and outage recovery phases.

RNC queue transient

The size of the RNC queue is time-varying. When the bandwidth of the radio channel
is changed, the queue will initially drift off from the reference value, cf., the analysis
in Section 3.4. The magnitude of the variation depends on the propagation delay
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Figure 3.8: Bandwidth adaptation. The proxy controller reacts faster to radio
bandwidth changes than the nominal TCP controller.

for the RNF messages. A typical value of the propagation delay is 50 ms, but can
depend on the implementation as well as dynamic behavior. Figure 3.9 shows the
evolution of the queue length when the bandwidth is changed. It indicates what is
a reasonable size of the RNC buffer.

Quantitative evaluation

In order to evaluate the performance of the proposed proxy controller in some
practical situations, a set of use cases was defined and a ns-2 simulation study
was performed for each of them. The proxy setup in Figure 3.1 is compared to
a nominal setup, in which there is no proxy but only a direct TCP connection
between the terminal and the server. The links between the server and the RNC are
set to 2 Mbit/s. The wireless link between the RNC and the terminal has a lower
time-varying bandwidth and a one-way delay of 60 ms. We also use an average RTT
(server-terminal-server) of 300 ms. The slow start threshold was set to 50, to ensure
that the TCP sender does not enter the congestion avoidance phase prematurely.
Figure 3.5 illustrates the transmission of a 5.7 Mbyte file.

The performance of the proxy setup was evaluated in terms of the average link
utilization and the time to serve a user (TTSU). The TTSU is defined as the time
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Figure 3.9: Evolution of the queue length, when the bandwidth is increased at 28 s
in the simulation. The target value for the queue length is 6 packets.

elapsed from when the connection is established (SYN packet sent by the requester)
until the last data packet is received at the terminal. We consider three use cases,
aimed at modeling common services to be provided over a WCDMA system. Use
case 1 models a 4 Mbyte file transfer. Use case 2 imitates web browsing and is based
on statistical data [35, 23]. In this use case, three files (whose sizes vary between
51.5 Kbyte and 368.5 Kbyte) are downloaded to a terminal during one web session.
Use case 3 models a large (25 Mbyte) file transfer. The results are summarized in
Table 3.1. The TTSU is particularly improved with the proxy controller for relatively
small file downloads (such as web browsing). Link utilization is close to 100% for
the proxy controller for large files.
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TTSU [s]  Utilization [%]
Use case 1  Nominal | 47.3 7%
Proxy 39.2 98%
Use case 2 Nominal 3.9 51%
Proxy 3.0 78%
Use case 3 Nominal | 233.6 61%
Proxy | 220.5 98%

Table 3.1: Comparison of time to serve a user (TTSU) and link utilization for three
use cases.

3.7 Summary

TCP-based applications in a WCDMA system were studied in two setups: a nominal
one that employs end-to-end TCP Reno and a new one with an intermediate proxy.
The proxy solution uses RNF messages from the data-link layer in the RNC to the
transport layer in the proxy. The proxy uses feedforward control to adjust to a
varying bandwidth, and feedback control to maintain the RNC queue length close to
a desired value. It was shown that the resulting closed-loop system is stable and that
the convergence time is linked only to the propagation delay in the cellular system.
The performance gain was estimated using ns-2 simulations. In these evaluations,
we considered three realistic use cases. The proxy controller was able to reduce the
time to serve users and increase the radio link utilization. The proposed control
architecture might substantially improve the user experience of wireless Internet.
The proposal is transparent to both endpoints, so no modifications need to be done
to the terminal or the server.






Chapter 4

TCP over a power controlled
channel

We develop a model for a cellular link, including processes from the con-
trol of the transmission power up to the end-to-end congestion control.

4.1 Introduction

When studying TCP over wireless, the model for the channel loss process is of central
importance. Since it is difficult to accurately describe all factors influencing the
radio transmission, analysis of the wireless system has to be based on models that
are simplified. When using a model for control design, even crude models often
work remarkably well, but it is of course necessary that the model captures the
range of dynamics we wish to control.

In the literature, it is common to focus on the frame loss process, which is often
described using the Gilbert-Elliot model. The Gilbert-Elliot model is a two-state
Markov model, corresponding to one good and one bad state for the radio channel.
Each state is associated with a constant loss probability.

In this chapter, we depart from the Gilbert-Elliot model, by looking at a realistic
model of a power controlled channel [40]. We assume that the channel uses an inner
loop power control that is able to keep the signal to interference ratio (SIR) close
to a reference value, viewing the residual control error as noise. The loss process of
the power controlled channel is generated by the outer loop power control, which
adjusts the reference value based on experienced losses.

When deploying umMTs, which uses power controlled channels, the target value
for the resulting frame loss rate can be on the order of several percents. The
wireless link employs local retransmissions of damaged frames. These link-layer
retransmissions transform a link with constant delay and random losses into a link
with random delay and almost no losses.

TCP was designed for wired networks, where packet losses are usually due to

37
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Figure 4.1: System overview: A terminal (on the left), attached to a wireless link,
transmits data to a receiving node attached to the wired Internet. There are four
feedback loops affecting the delay distribution and throughput: Inner loop power
control (1), outer loop power control (2), link-layer retransmissions (3), and end-
to-end congestion control (4).

network congestion, not transmission errors, and TCP does not work well with high
packet loss rates. But achieving a small loss rate comparable to that of a wired
link is not sufficient for TCP to work as well over wireless links as over the wired
Internet; performance problems have been observed also with wireless links that use
local retransmissions. As seen from the TCP end points, the difference between such
a link and a wired one is no longer the loss rate, but the packet delay distribution.

In this chapter we derive the packet delay distribution of a power controlled
channel, the probabilities of triggering spurious timeout and spurious fast retrans-
mit in TCP, and the corresponding degradation in TCP throughput. For concrete-
ness, particular choices of various model parameters are made throughout the anal-
ysis, but it is straight-forward to apply the same analysis for other choices of pa-
rameters.

The results in this chapter seem to confirm recent simulation studies using
more detailed models for the wireless link [27]. Much of our analysis focus is on
the distribution of the end-to-end roundtrip delay, so we would like to compare our
results to empirical studies of this distribution, for both wired and wireless networks.
For the wired case, one study found that the RTT distribution can be modelled as
a shifted Gamma-distribution [34]. Empirical studies of the RTT distribution for
wireless links seem to be rare, and also for the wired Internet, the delay distribution
is not well understood.

As a motivation for our work, we believe that the engineering freedom we have
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Figure 4.2: Several layers in the networking stack interact. Feedback control is
used to reduce the influence lower layers have on layers above, and thereby support
layer separation.

in designing the link-layer processes, such as the scheduling of retransmitted frames,
should be used to make the link friendlier to TCP. The next chapter discusses initial
work along this line. To be able to design the link-layer mechanisms in a systematic
way, good models for the link-layer processes, and their interaction with TCP, are
essential.

When using TCP over a wireless link, there are several interacting control sys-
tems stacked on top of each other, as illustrated in Figures 4.1 and 4.2. At the
lowest layer, the transmission power is controlled in order to keep the signal to
interference ratio (SIR) at a desired level. This is a fast inner loop intended to
reject disturbances in the form of “fading”, or varying radio conditions. On top of
this, the outer power control loop tries to keep the frame error rate constant, by
adjusting the target SIR of the inner loop. Next, there are local, link-layer, retrans-
missions of damaged frames. Finally, we have the end-to-end congestion control of
TCP.

4.2 Radio model

Data is transmitted over a radio link, e.g., the WCDMA radio link used in UMTS, as
a sequence of radio frames. One radio frame corresponds to a transmission time
interval (TTI) of 10 or 20 ms. Depending on the bandwidth (typically from 64 kbit/s
to 384 kbit/s) the size of a frame can vary from 160 octets (the small 10 ms TTI is
not used for the lowest data rates) to 960 octets.

The transmission of the radio frames is lossy. Let p denote the overall probability
that a radio frame is damaged. The power of the radio transmitter is controlled,
so that the loss probability stays fairly constant. The target frame error rate,
Pret, 18 a deployment tradeoff between channel quality and the number of required
base stations. For uMTS the target frame error rate is often chosen to be about
10% [13, 32]. In the following, we thus assume pyof = 0.1.
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Power control

The typical SiR-based power control uses an inner loop that tries to keep the SIR
close to a reference value SIR,e¢. This loop, marked (1) in Figure 4.1, often has
a sample frequency of 1500 Hz, and a one bit feedback that is subject to a delay
of two samples, i.e., 1.3 ms. The inner loop is often able to track the reference
SIRyer Within 2-3 dB, with a residual oscillation due to the delay and the severe
quantization of the power control commands in the inner loop [21]. The period of
this oscillation is typically less than 5 samples, i.e., 3.3 ms.

As there is no simple relationship between the SIR and the quality of the radio
connection, there is also an outer loop that adjusts SiR,e. The SIR-updates are
controlled by the block “PC” in Figure 4.1. This loop uses feedback from the
decoding process; in this thesis we assume that the power control outer loop is
based on frame errors. The outer loop uses a sampling interval of one TTI, one
order of magnitude slower than the inner loop. In control theory, such use of a fast
inner loop and a slower outer loop is called a cascaded control system.

As it is hard to estimate the frame error rate accurately, in particular if the
desired error rate is small, one common approach is to increase SIR,et significantly
when an error is detected, and decrease SIR,¢f slightly for each frame that is received
successfully. It is interesting to note that this strategy resembles the TCP “additive
increase, multiplicative decrease” congestion control strategy. In the next section,
we discuss this approach in more detail.

Markov model

The outer loop of the power control sets the reference value for the SIR. Given
a particular reference value SIR,of = 7, the obtained SIR can be modelled as a
stochastic process. Together with the coding scheme for the channel, we get an
expected probability for frame errors. If the coding scheme is fixed, the probability
of frame errors is given by a function f(r) which can be computed from models of
the channel and coding. Let us consider binary phase shift keying (BPSK). Then
we get the approximation

F) 21— (1- Q207 72))”

where « is the coding gain, 8 =1n10/10, o is the standard deviation of the received
SIR, L is the number of bits in a radio frame, and Q(z) = \/% [ e~ dx [40]. We
take a = 4, also from [40], 0 = 1 dB, corresponding to a small SIR oscillation as
in [21], and N = 2560, corresponding to a modest link capacity of 128 kbit/s. This
function f(r) is shown in Figure 4.3.

In general, f(r) is a decreasing, threshold-shaped function. For small enough r,
f(r) = 1, i.e., almost all frames are lost. For large enough r, f(r) ~ 0, i.e., almost
no frames are lost. The operating point of the power control is the point close to
the end of the threshold, where f(r) = prer, marked with an asterisk in Figure 4.3.
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Figure 4.3: Frame loss probability as a function of SIR,s. The star marks the
operating point f(r) = pref.

It is the shape of f(r) close to this point that is of primary importance for the
power control behavior. Note that for control purposes only a crude approximation
of the true f(r) is necessary.

The outer loop of the power control uses discrete values for SIR;.f. One way to
keep the frame error probability close to the desired probability pef is to change
SIR;er by fixed steps, based on a fixed step size A. Whenever a radio frame is
received successfully, SRt for the next frame is decreased by A. Whenever a radio
frame is damaged, SIR.er for the next frame is increased by KA. This mechanism
yields an average of one lost frame out of 1 + K, which implies p = 1/(1 + K).
We consider the case that K is a positive integer, and in particular, K = 9 which
implies p = 0.1 = per. The value of A is an important control parameter, which
influences the performance of the power control. For simplicity, we consider a fixed
A, even if some systems may allow the step size A to be adjusted in real time.

In [40], the varying SIR;.s was modelled as a discrete Markov chain. The mean
and variance of the received SIR was derived, and the dependency on the power
control step size A and on the inner loop performance was investigated. We use
the same Markov model, but focus on the resulting frame error process and its
implications for TCP.
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Figure 4.4: Power control Markov chain, for N = 12 and K = 9. Each state k
corresponds to a SIR.et value of rg +kA. There are at most two possible transitions
from state k: to k+ 9 and to k — 1.

To obtain a finite Markov chain for a given function f(r) and a step size A, we
first modify f by setting
1 7 <7min
=]

0 7> rmax

Figure 4.4 illustrates the case N = 12 and K = 9. State k,1 < k < N, corresponds
to r = ro + kA, with rq and N chosen such that rog + A < rpin and 79 + (V —
K + 1)A > rpax. Define fr = f(ro + kA). Then fi, =1 for £k <1 and f = 0 for
k > N — K (for convenience, we define fj for all integers k, even if it is 1 <k < N
that is of primary interest). The transitions from state k are as follows: If k = 1,
then the next state is always 1+ K. If 2 < k < N — K, then the next state is k+ K
with probability f (transmission fails), and otherwise k — 1 with probability 1— fi
(transmission succeeds). Finally, if N — K < k < N, then the next state is always
k—1.

Let 7, denote the stationary probability for state k. It is straightforward to

compute mp, k= 1,..., N, as the solution to the linear equations
T = (1 = fog1)Trs1 1<k<K
T = foekTh—k + (1 — fot1)Tht1 K<kE<N-1

TN = TN-KIN-K

7Tk:1

] =

k=1

Figure 4.5 shows the stationary distribution for three values of A. Here, r¢ =
Tmin = 0 dB, rmax =6 dB, K =9, and N = 1+ 6/A. Note that a smaller step size
gives a more narrow distribution, and a smaller average SIR, which means that there
is a tradeoff between energy efficiency and short response times. When the radio
conditions for one user change so that the user needs a higher SIR, then a small A
implies that the power control will adjust slowly, and in the mean time, the user will
experience a poor quality. On the other hand, a large A implies a higher average
transmission power for all users, and hence more interference between users. This
interference reduces the number of users that can be served simultaneously, i.e., the
capacity of the cell.

The threshold function f(r) is also shown in Figure 4.5 (rescaled to fit). For
a large A, the power control state, i.e., SIRyef, Will move quite far along the tail
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Figure 4.5: Stationary distribution for the power control. Each mark represents
one state of the power control, the corresponding value of SIR,¢¢, and its stationary
probability 7;. The dotted curve is the threshold-shaped function f(r), scaled to
fit in the figure, which represents the frame error probability as a function of SIRy.f.
The star marks the desired operating point.

of the f(r) threshold. For a smaller A, the control state will stay close to the
operating point where f(r) = p = 0.1. In the latter case, a linearization of f(r)
about the operating point gives a good approximation of the dynamics generated
by the Markov chain.

Radio frame loss process

Let e; denote a realization of the radio frame loss process: e; = 0 if the frame sent
in time slot t is received correctly, and e; = 1 if the frame is damaged. Define

t—1

st:17t+(K+1)Zei

i=1

Then s; is the change in power control state from time 1 to time ¢, and it is thus
just another way to express that the state moves K steps upward when a frame is
lost, and one step downwards when a frame is received successfully.
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Consider a finite segment of the loss process, ey, es, ..., e of length ¢. If we
assume that at ¢ = 1, the initial state of the power control is distributed according
to the stationary distribution 7;, then the probability that the realization eq,...ep
occurs can be computed by conditioning on the initial state i:

P(e1,... er) :Zﬂ'i

i=1 t

’
(etfirs, + (1 —e)(1 = firs,))
=1
We have done an exhaustive calculation of these probabilities for all loss se-
quences of length up to 20. In the following sections, we will use these probabilities
to investigate the experience of an 1P packet, or a sequence of 1P packets, that
traverses the link.

4.3 Link-Layer Retransmissions

The simplest way to transmit 1P packets over the wireless link is to split each 1P
packet into the appropriate number of radio frames, and drop any IP packet where
any of the corresponding radio frames were damaged. But as is well-known, TCP
interprets all packet drops as network congestion, and its performance is therefore
very sensitive to non-congestion packet drops. An 1P packet loss probability on the
order of 10% would be highly detrimental.

There are several approaches to recover reasonable TCP performance over wire-
less links. In this chapter we concentrate on a local and common mechanism: Auto-
matic repeat request (ARQ). The link receiver detects frame damage, and requests
that the damaged frame be retransmitted over the link. Use of ARQ is an option
in standard wireless network protocols, see [4] for an evaluation of these options in
the 15-2000 and 18-707 RLP standards. The effect of link-layer retransmissions is to
transform a link with constant delay and random losses into a link with random
delay and almost no losses.

There are several possible ARQ schemes. We will consider one of the simpler,
the (1,1,1,1, 1)-negative acknowledgement scheme [27], which means that there
are five rounds, and in each round there is a single retransmission request. When
the receiver detects that the radio frame in time slot ¢ is damaged, it sends a
retransmission request to the sender. The frame is scheduled for retransmission
in slot ¢t + 3 (where the delay 3 is called the RLP NAK guard time). If also the
retransmission results in a damaged frame, a new retransmission request is sent
and the frame is scheduled for retransmission in slot ¢ + 6. This goes on for a
maximum of five retransmissions.

In the next section, we put together the frame loss process and the retransmis-
sion scheduling, to derive 1P layer properties of the link. The same methods can be
applied to other retransmissions schemes than the (1,1,1,1,1)-scheme considered
here.
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Figure 4.6: Overlaying 1P transmission on top of the frame loss process and frame
retransmission scheduling. Two 1P packets, corresponding to n = 3 radio frames
each, are transmitted over the radio link. The second and sixth frames are damaged,
crossed out in the figure, and scheduled for retransmission three frames later. The
resulting retransmission delay for the i:th 1P packet is denoted d;.

4.4 TCP/IP Properties

When transmitting variable size 1P packets over the link, each packet is first divided
into fix size radio frames. We let n denote the number of radio frames needed for
the packet size of interest. For the links we consider, we have n < 10, where n = 10
is used if we send packets of 1500 octets over a slow link with the smallest frame
size of 160 octets.

The outermost feedback loop we consider is the end-to-end congestion control
of Tcp, marked (4) in Figure 4.1. The role of TCP is to adapt the sending rate to
the available bandwidth. The inputs to the TCP algorithm are measured roundtrip
time and experienced loss events, both of which depend on the links traversed by
the TCP packets. To understand and predict the behavior of TCP, we must consider
how it interacts with the power control and the link-layer retransmissions.

For any sequence of incoming 1P packets, and for any finite loss realization, we
can overlay the 1P packets on top of the frame sequence to see which frames are
retransmitted, and when each 1P packet is completed. This process is illustrated in
Figure 4.6. Our results for properties of interest, such as the 1P packet delay distri-
bution, and the probability of reordering events, are thus obtained by conditioning
on the realization of the frame loss process, and a summation over all possible loss
sequences of some finite length. Sequences of length 20 have been sufficient for
our purposes, in the sense that the input sequences we have considered are short
enough that they, with high probability, can be successfully transmitted within 20
frames.

IP packet delay

One important link property for TCP is the delay distribution of packets traversing
the link. Using the loss sequence probabilities from Section 4.2, we can explicitly
compute the 1P packet delay distribution. The distribution for A = 0.06 dB and
increasing values of n is illustrated in Figure 4.7. The expected value and standard
deviation for three values of the step size are shown in Table 4.1. Only the delay
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Figure 4.7: Retransmission delay distribution. Each bar shows one possible retrans-
mission delay, and the corresponding probability. These probabilities are calculated
for A = 0.06 dB, and for packet sizes n = 1,2,3,6,7. The TTI is 20 ms. For each
distribution, the value of u + 40 is also shown; the tail to the right of this mark is
related to spurious TCP timeout events.
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A=0.2 A=0.06 A=0.02
n=1|031£094 0.32£0.99 0.33£1.03
2 1 0.51+1.08 0.53£1.15 0.54+£1.20
3| 0.62+1.08 0.64+1.18 0.65+1.24
41 0.72£1.09 0.74+£1.21 0.76+1.28
5| 0.83+£1.09 0.85+1.23 0.87+1.31
6 | 0.94+1.09 0.96+1.25 0.98+1.35
7| 1.06£1.09 1.07£1.27 1.09+£1.38
8 | 1.17+1.09 1.1841.29 1.194+1.41
9| 1.2841.09 1.294+1.30 1.30+1.44
10 | 1.394+1.09 1.404+1.31 1.41+1.46

Table 4.1: Mean and standard deviation of the 1P packet delay distribution, mea-
sured in units of TTI.

due to retransmissions is included (an n-frame packet is of course also subject to a
propagation delay of n TTI).

The mean delay increases almost linearly with the packet size n, which is natural
since the expected number of damaged frames is proportional to n. The standard
deviation increases more slowly; one explanation is that the “repairing power” of a
single retransmitted frame is fairly large, independent of the packet size.

The step size A seems to mostly influence the deviation, not the mean. There
is also a significant dependence on A when looking at individual probabilities, i.e.,
the individual bars in Figure 4.7.

TCP fast retransmit

If a packet in a TCP stream is delayed so much that it lags behind three other packets
(see Figure 4.8), the acknowledgements for the next three packets are “duplicated”,
and the sender will go into fast retransmit/fast recovery mode. That means that
from the point of view of TCP and its congestion control, the packet is lost.

Computing the precise number of fast retransmit events is not trivial. However,
we can estimate the probability that fast retransmissions occur as follows. Consider
a randomly chosen time, when the power control state is governed by the stationary
distribution ;. Assume that four 1P packets, each of size n radio frames, arrive to
the radio link back-to-back. We then consider all possible loss sequences, and sum
the probabilities of the sequences which cause the first packet to be delayed long
enough to be the last of the four packets to be received successfully and completely.
This gives us the probability of spurious fast retransmit, denoted Ppr. Our results
are displayed in Table 4.2.

The probability decreases rapidly as the packet size increases. To understand
why, consider the delay d, measured in number of frames, suffered by the first packet
in Figure 4.8. A necessary condition for the packet to lag behind the next three
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Figure 4.8: Reorder triggers fast retransmit.

packets, is that d > 3n. For all n, the probability P(d > x) decays rapidly with z,
while both the mean and standard deviation for the delay grows only slowly with
n (see Table 4.1). Then Prpr < P(d > 3n) must also decay rapidly with n.

Therefore, spurious fast retransmissions will not be a problem for larger packet
sizes. We also see a clear difference between small and large step sizes A, this
influence is discussed further in Section 4.5.

Timeout

A timeout event occurs when a packet, or its acknowledgement, is delayed too long.
Let RTT), denote the roundtrip time experienced by packet k£ and its corresponding
acknowledgement. The TCP algorithm estimates the mean and deviation of the
roundtrip time [24]. Let RTT, and 3 denote the estimated roundtrip time and
deviation, based on measurements up to RIT,. TCP then computes the timeout
threshold for the next packet as

RTOg41 = mk + 40y,
which means that the probability that packet k causes a timeout is given by
Pro = P(RTTy > RTOg)

We assume that the values RTTy are identically and independently distributed
according to the delay distribution given in Section 4.4. For simplicity, we also
assume that the estimates RTT, and G, are perfect and equal to the true mean and
standard deviation of RTT,. Under these assumptions, RTOy is constant, and we
can omit the subscript.

In TCP, timeout is the last resort recovery mechanism, and in order to get rea-
sonable performance, a timeout must be a very rare event. The value of Ppg will
of course depend on the delay distribution. For a Gaussian or uniform distribu-
tion, Pro is very small (this is discussed further in the next chapter). Calculating
the Pro from the delay distribution of Section 4.4 results in the probabilities in
Figure 4.9. We see that the probability for spurious timeout is significant for all
packet sizes.

The dependence on step size and packet size looks complicated, but can be
understood from Figure 4.7. The Py is the tail of the distribution to the right
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Ppr | A=02 A =006 A=0.02
n=11024% 0.63% 0.79%
2 | 0.00% 0.02% 0.05%
3| 0.00% 0.00% 0.00%

Table 4.2: Probability of spurious fast retransmit.

of the p + 40 mark in Figure 4.7. When n is increased, each of these probabilities
grows slowly, but at the same time the u+ 40 mark moves to the right. For n <6,
the Pro is the sum of the probabilities for 120 ms delay and up, and each of these
grow with n. But for n = 7, u+40 > 120, so the bar at 120 ms no longer contributes
to the Pro. And since the probability for a 120 ms delay is approximately 0.6%,
the Pro drops by 0.6 percentage points when n is increased from 6 to 7, as can be
seen in Figure 4.9 for A = 0.06 dB.

4.5 Throughput Degradation

In this section, we derive an estimate for the performance degradation due to either
of spurious fast retransmissions and spurious timeouts. The relative degradation
depends only on the probability of the event in question, the type of event, and the
number of packets in the maximum congestion window. We illustrate the procedure
by calculating the degradation for an example link.

When computing TCP throughput, there are two distinct cases: Depending on
the bandwidth-delay product, throughput can be limited either by the bandwidth
of the path across the network, or by the maximum TCP window size.

If the product of the end-to-end roundtrip delay and the available bandwidth is
small, compared to the maximum TCP window size, spurious timeouts and spurious
fast retransmit need not lead to any performance degradation. A modest buffer
before the radio link will be enough to keep the link busy even when the sender
temporarily decreases its sending rate. On the other hand, if the bandwidth-delay
product is larger than the maximum TCP window size, throughput is decreased.
The difference between these two cases can be seen for example in the performance
evaluation [27]: In the scenarios that have a large maximum window size compared
to the bandwidth—delay product, we get a throughput that is the nominal radio link
bandwidth times 1 — p (where p is the average frame loss probability), and there is
no significant difference between different link retransmission schemes. Only when
bandwidth or delay is increased, or the maximum window size is decreased, do we
see large changes in throughput when the frame error rate or retransmission-scheme
varies.

Therefore, we will concentrate on the case of a large bandwidth-delay product.
For a concrete example, consider the following scenario, illustrated in Figure 4.10:
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Figure 4.9: Probability of spurious timeout as a function of n, the number of radio
frames per IP packet, for three different values of the power control step size A.

Radio link bandwidth 384 kbit/s, packet size m = 1500 bytes, maximum TCP
window size w = bm = 7500 bytes, and a constant roundtrip delay time, excluding
the radio link itself, of 0.2 s. We also consider a smaller packet size of m = 960,
with w = 8m = 7680 bytes, making each 1P packet fit in a single radio frame. For
simplicity, we always choose w as a multiple of m.

Let T denote the average end-to-end roundtrip time, 0.21 s for the larger
packets and slightly less (0.206 s) for the smaller packets. This implies that the
bandwidth-delay product is larger than the maximum window size, with an ideal
throughput w/T of 34.8 Kbyte/s for the case of large packets and somewhat larger,
36.3 Kbyte/s, for the case of small packets. Note that both values are smaller than
the available radio bandwidth of the link, 384000(1 — pyef)/8 =~ 42.2 Kbyte/s.

Fast retransmit followed by fast recovery, and timeout followed by slow start,
can be treated in a uniform way. Assume that fast retransmit (or timeout) oc-
curs independently with a small probability P,oss. Consider a typical cycle start-
ing with the event that causes the performance degradation, followed by 1/ Pross
packets that are sent without timeouts or retransmissions. We want to compare the
throughput during this cycle with the ideal throughput w/T. For simplicity, use
only congestion windows that are an integral number of packets, and also assume
that the cycle length N = 1/Ppogs is an integer. The cycle can be divided into
two phases: An initial recovery phase of j roundtrip times, when £ packets are sent,
followed by the second phase of (N — ¢)m/w roundtrip times at full speed, w/m
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Figure 4.10: Numerical example.

packets each roundtrip time, N — ¢ packets in all.
The throughput during one cycle can be expressed as

N m

throughput = ————
FOUBAPWE = S N — Omjw T

Compared to the ideal throughput w/T, the relative degradation is

(E—throuhut>/g— d__ L
T &b T d+N 1+1/(dPross)

where we have substituted d = jw/m — ¢, the number of additional packets that
would have been sent during the cycle if TCP had never decreased the congestion
window.

Degradation due to fast retransmit

First consider the effect of spurious fast retransmit and fast recovery. Here, the
sending Tcp will resend the delayed packet (thinking that it is lost), and halve its
congestion window. The window size is then increased by m each RTT, until it
reaches the maximum value, w.

For m = 1500, w = 7500 = 5m, the congestion window is halved to w/2 and, to
keep the window size as an integral number of packets, we round this down to 2m.
During the next three roundtrip times TCP sends 2, 3, 4 packets, or 9 packets total,
after which it is up to full speed again, sending 5 packets each roundtrip time. This
means that ¢ = 9, j = 3 and d = 6: Due to the spurious fast retransmit event,
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Degradation Packet size A =0.2 0.06 0.02

due to Ppr m=960 2.3% 5.9% 7.3%
1500 0.0% 0.1% 0.3%
due to P1o m =960 5.6% 13.0% 16.5%
1500 4.9% 6.4% 8.4%

Table 4.3: Performance degradation, due to spurious fast retransmit and spurious
timeout.

6 packets less are sent during the cycle. The resulting performance degradation
is 1/(1 4+ 1/(6Prr)). As each packet corresponds to two radio frames, n = 2 in
Table 4.2. The performance degradation is noticeable only for the smaller step sizes.
With A = 0.06, Prr ~ 0.02% yields N = 5000 and a performance degradation of
6/5006 =~ 0.1%, while A = 0.02,Prgr =~ 0.05 yields N = 2000 and a performance
degradation of 6/2006 ~ 0.3%.

For the packet size m = 960, the situation is different. The maximum window
size is w = 8m, which is halved at spurious fast retransmit. During the 4 roundtrip
times of the recovery phase, TCP sends 4, 5, 6 and 7 packets, giving d = 10.
The large step size, A = 0.2 yields Prr ~ 0.24%, N = 417, and a performance
degradation of 10/427 = 2.3%. For the smaller step sizes A = 0.06 and 0.02, the
performance degradation is worse, 5.9% and 7.3%, respectively.

These figures are summarized in Table 4.3. The degradation is significant for
the small packet size, and much less of a problem for larger packets.

Degradation due to timeouts

Next, consider the effect of timeout. When recovering from timeout, the slow start
threshold is set to w/2. The congestion window is reset to one packet, and doubled
each roundtrip time, until it reaches the slow start threshold. Above the slow start
threshold, the usual increment of the congestion window of one packet per roundtrip
time is used until we get back to the maximum value w.

For m = 1500, w = 5m = 7500, the length of the recovery phase is 4 roundtrip
times, during which we send 1, 2, 3 and 4 packets. We get d = 10, and from the
Pro calculated in Section 4.4 we get a performance degradation of 4.9%, 6.4%,
and 8.4% for the three step sizes.

For m = 960, w = 8m = 7680, the length of the recovery phase is 6 roundtrip
times, during which we send 1, 2, 4, 5, 6, 7 packets. Thus, d = 23, and we get a
performance degradation of 5.6%, 13.0% and 16.5% for the three step sizes.

These figures are also shown in Table 4.3. We see that degradation due to
spurious timeout is significant for all considered values of the packet size and power
control step size.
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Influence of the power control step size

The choice for the step size A is determined by the tuning of the power control. It
is is a tradeoff between short response times and energy efficiency, as discussed in
Section 4.2. However, as can be seen in Table 4.3, the choice of A also influences
TCP performance. For both spurious timeout and spurious fast retransmit, we see
that the degradation gets worse as the power control step size A is made smaller.

To understand why, note that a small step size implies a low correlation in the
frame loss process (in the limit A — 0, frame errors become independent). Then
we have almost the same loss probability for original transmissions and for frame
retransmissions. On the other hand, a large step size implies a significant increase in
transmission power after each frame loss, which means that each retransmission of
a frame will use a significantly higher SIR than the previous attempt. This reduces
the number of retransmissions, which in turn reduces the retransmission delays and
the problems with spurious fast retransmit and spurious timeout.

4.6 Summary

The properties of the lossy radio link considered in this chapter reduces TCP
throughput. By modeling the underlying processes controlling transmission power
and retransmission scheduling on the link, we can derive the link properties, in par-
ticular the delay distribution, that are relevant for TcP. We found that when using
1P packets that fit in one or two radio frames, as is common for high-bandwidth
wireless links, the link will trigger spurious fast retransmissions in TCP. Spuri-
ous timeouts will also occur, and this effect is significant for both large and small
packets.






Chapter 5

Improving the link layer

This chapter proposes a measure of TCP-friendliness, and we see how
adding carefully chosen additional delays can make a link work better
for TCp.

5.1 Introduction

We believe that, as far as possible, the link-layer should be engineered to be TCP-
friendly, reducing the differences between wired and wireless links. This chapter
investigates ways to optimize the operation of link-layer processes, in order to im-
prove TCP performance, and it consists of two mostly independent parts.

Section 5.2 proposes a model for analyzing and optimizing the retransmission
scheduling. It is intuitively appealing to view retransmissions as a form of feedback,
but non-trivial to find the right way to express this idea in a mathematical form.

The main part is Sections 5.3-5.5. These sections discuss modifications to the
wireless link of the previous chapter, to reduce the TCP performance degradation
due to spurious timeouts. The timeout procedure in TCP motivates a definition of
a quality measure of TCP friendliness. The main result is that TCP performance
can be improved by adding carefully chosen artificial delays to certain packets.

There will naturally be some residual idiosyncrasies of wireless channels that
cannot be dealt with in the link-layer; the work presented in this chapter should be
viewed as complementing both developments to make TCP more robust to “strange”
links, and cross-layer developments that let the link and the end-nodes exchange
information about link and flow properties.

5.2 Retransmission as feedback
To be able to analyze the impact of the scheduling mechanism on link properties

such as the delay distribution, it is of interest to model the retransmission scheme.
Feedback is an intrinsic property of the retransmission mechanism. Below we pro-

95
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Figure 5.1: Retransmission model.

pose a model for the relationship between the input frames, the frame error process,
and the in-order output frames, where this feedback is explicitly shown. We believe
that this model will be useful for further studies of retransmission scheduling.

Let k denote time in units of the transmission time interval (TTI), and consider
the following input and output signals, also shown in Figure 5.1.

x(k) = # of input frames up to time k
e(k) = # of errors up to time k
y(k) = # of in-order output frames up to time k

These are accumulated rate functions, also used in network calculus, and increasing.
Also define
t(k) = Index of frame transmitted at time k

The function ¢(k) is not increasing.

Consider a simple one-parameter family of retransmission schemes, where each
damaged frame is retransmitted g slots later, and there is no limit on the number of
times a frame may be resent. The parameter g corresponds to the RLP NAK guard
time.

To describe the process mathematically, start with the queue at the input to the
scheduler. Let s(k) be the number of time slots up to time k that are not used for
retransmissions, and let f(k) be the number of frames that have been transmitted
(but not necessarily received successfully) up to time k. Then

s(k)=k—e(k—g)
J (k) = min (2(6) + s(k) — 5(0))

where the minimum in the latter equation is obtained when ¢ is the start of the
current busy period.
The scheduling can be described as
k ife(k—g)=elk—g—1
t(k):{f( ) ifelk—g)=e(k—g—1)

t(k—g) ife(k—g)>elk—g—1) (5-1)
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Delay [ms] | 0 40 60 100 120 160 180
Probability [%] | 80.6 88 9.3 0.6 0.6 0.03 0.03

Table 5.1: Delay distribution of an example wireless link.

The first case corresponds to an original transmission, and the second case to a
retransmission. Finally, y(k) is defined by y(k) = n if all frames up to n have been
received properly at time k, but frame n 4+ 1 has not. In symbols,

y(k) = max{n : V£ < n,3j < k,t(j) = L,e(j) = e(j — 1)}

So where is the feedback? It is included explicitly, in (5.1). This model, together
with a model for the stochastic process e(k), lets us optimize the parameterized
retransmission scheme. The delay at time k is defined by

d(k) =min{r > 0:y(k+7) > x(k)}

If  and e are stationary processes, with average rates that sum to less than one,
then also d(k) is a stationary process, and its properties can, at least in principle,
be calculated from z, e, and the retransmission model. If Q(d) is a quality measure
that depends on the properties of d, one can formulate the optimization problem

g* = argmax Q(d)
9

which gives the optimal value for the retransmission delay.

Intuitively, we expect that ¢g* will depend on the autocorrelation of e; it seems
reasonable to use a retransmission delay such that the correlation, between loss of
the original transmission and loss of the retransmission, is small.

This one parameter retransmission model is quite limited. Other schemes can
be modeled analogously, as long as the relation between e and s is simple, and the
scheme does not need an additional queue for retransmitted packets. The challenge
is to find a powerful but simple parameterization of an interesting class of schemes.

We now leave the subject of retransmission scheduling, and develop a particular
quality measure.

5.3 IP packet delay

Since a link employing link-layer retransmission yields a very small packet loss
probability, the most important characteristic of the link is the packet delay distri-
bution. If the distribution is sufficiently “friendly” to TCP, then the layering of the
system works nicely, which means that upper layers like TCP need not be aware of
any particular properties of individual links in the network.

In the previous chapter, we computed the packet delay distribution explicitly,
for a channel with SIR-based power control. The resulting delay distribution for our
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example channel, with a power control step size A = 0.06 dB and n = 2 is shown in
Table 5.1. This table includes only the delays due to radio frame retransmissions,
there is also a fixed delay of 40 ms for the transmission of two radio frames.

TCP performance degradation

In observations and performance evaluations of TCP over wireless links [27], the
properties of a wireless link can shine through to the TCP layer in three different
ways:

Genuine packet loss: With bad enough radio conditions, packet drops are in-
evitable. We will not consider such genuine packet loss here, as we assume
that the radio channel is good enough that the power control and link-layer
transmissions can get packets through.

Packet reorder: For a link with highly variable delay, packets can get reordered.
Severe reordering can trigger a spurious TCP fast retransmit.

Spurious timeout: A packet that is not lost, only severely delayed, can trigger a
spurious TCP timeout.

Spurious timeout

A TCP timeout event occurs when a packet, or its acknowledgment, is delayed too
long, as determined by the timeout value RTO. RTO is computed from estimates of
the mean and variance of the RTT, as described in the previous chapter.

An idealized model of TCP is to assume that the estimation is perfect, so that
the timeout value is set as

RTO = p(RTT) + 40 (RTT)

where u(-) and o(-) denote the mean and standard deviation. Then the spurious
timeout probability is given by

Pro(RTT) = P(RTT > u(RTT) + 40(RTT)) (5.2)

Note that P is invariant under addition of constant delays.

For the delay distribution of Table 5.1, we get RTO ~ 103 ms and the probability
that the delay is larger is Pro &~ 0.68%. In the previous chapter, we had a spurious
timeout probability on the order of 0.5%-1%, when varying the packet size n and
power control step size A, and we saw that even a fairly small Pro can result in
significant performance degradation.

5.4 Improving the link-layer

It is not trivial to define precisely what properties a link should have in order to
be friendly to TCP. It seems clear that for example links with normal or uniformly
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distributed and independent delays are friendly enough. We define a measure of
TCP-friendliness by applying (5.2) to an arbitrary stochastic variable X, repre-
senting the independent and identically distributed packet delays. We also define
RTO(X) as the corresponding timeout value.

RTO(X) = pu(X) + 40(X)
Pro(X) =P(X > rro(X))

Let us compare the P1g for the wireless delay of Table 5.1, 0.68%, to the P
of some other distributions:

e If X is uniformly distributed on an interval a < X < b, then it has mean
p = (a+b)/2, and standard deviation o = (b — a)/(2V/3), so that p + 40 =
b+ (2/v/3 —1/2)(b—a) > b. Hence, Pro(X) = 0.

e If X is Gaussian, then timeouts will be rare: Pro(X) = \/% [ e /2 dg ~
0.003%.

e For an arbitrary distribution with finite mean and variance, Chebyshev’s in-
equality, P(|X — u| > ao) < 1/a?, yields the bound Pro < 6.25%.

We see that the first two distributions, which we know are friendly to TCP, yield
a Ppo at least two orders of magnitude below the worst case given by Chebyshev.
The wireless delay yields a significantly higher Prq, although still with some margin
to the worst case.

The motivation for using Pro as a quality measure is the calculation of the
timeout value in TCP. Timeout is intended to be the last resort recovery mechanism,
and for TCP to work properly, spurious timeout must be a rare event. We therefore
define a TCP-friendly link to mean a link with no loss or reorder, and with a delay
distribution that yields a small Pro.

It would be nice to use the Pt measure to optimize the retransmission schedul-
ing, as described in Section 5.2. But in the remainder of this chapter, we will follow
a much simpler route, which never the less allows us to decrease the Prg consider-
ably: Addition of artificial delays.

Introducing additional delays

Assume that we have a discrete delay distribution X, P(X = d;) = p;, where
d; < d;y1. It is typical, but not required, that also p; > p;y1.

We consider the following class of tweaks to X. For each packet that experiences
a delay X = d;, buffer the packet so that it gets an additional delay ¢;. This defines
a new distribution X, P(X = d; + §;) = p; (or if it happens that d; + §; = d; + J;
for some i # j, the corresponding probabilities are added up). For an example of
what X and X can look like, see Figures 5.2.
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What is the best choice for §; > 07 One possible answer is given by the opti-
mization problem

iy 1)

Pro(X) <e

where € > 0 is a maximum allowed value for Pt ()~( ). This means that we want to
push down our measure of TCP-unfriendliness, while at the same time not adding
more delay than necessary. We will see that after some simplifications, this is a
quadratic optimization problem.

First, require that Pro(X) corresponds to a tail of the original distribution X.
Let k be the smallest value such that Zi>k+2 p; < €. Let ¢ =dg41+p < di42, where
p > 0 is a robustness margin. We impose the additional constraints d; + §; < dj41

for i <k, §; = 0 for i > k, and RTO()Z') = c¢. Then, for any d; satisfying these

new constraints, we will have Pro(X) = >7.5 o pi < €. We get the optimization
problem -

sty )

w(X)+4o(X)=c
Ogéigdk—f—l*dh fOI"LS]{I

To write it in matrix form, let § denote the vector (d1,...,d%)7, and similarly for
pand d. Let S = 16diagp — 17pp™, b; = 2p;(16d; + ¢ — 17u), m; = dp41 — d; and
a = 1602 — (c— p)?, where p and o denote the mean and standard deviation of the
original delay X. We can then rewrite the problem as

T
s P70
5TS6+b76+a=0
0<4§; <m,

Remarks

Since the symmetric matrix S is typically indefinite, the problem is not convex.
But it can be solved in exponential time O(k33%), which has not been a problem
thanks to the very limited size of k.

The role of p can be seen in “after” graph in Figure 5.2; it is the margin, on
the delay axis, between the RTO = u + 40 and the delay value closest to the left
(120 ms).

The typical solution is of the form x = (0,...,0,d;,mj4+1,...,mg)’. When the
optimum has this form, it means that the cheapest way to increase the RTO, in terms
of mean delay, is to increase the ; corresponding to the smallest p;. Necessary and
sufficient conditions for the optimum to be of this form has not yet been determined.
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Figure 5.2: Delay distribution, before and after optimization.

We aim at decreasing the distribution tail as measured by Prg, and pay a small
price in mean delay. This is a different objective than an ordinary jitter buffer,
which aims for small variance, and pays with a larger mean delay.

Numerical example

Now consider the delays d; and probabilities p; in Table 5.1, and assume that packets
are independently delayed according to the given probabilities. This distribution is
also shown at the top of Figure 5.2. Before tweaking the delays, we have E(X) ~
10.6 ms, and Ppo(X) &~ 0.68 %.

With € = 0.1% and p = 10 ms, the above optimization procedure yields k = 4
and the optimal additional delay § ~ (0,0, 26,20)7 ms. This modified distribution
is shown at the bottom of Figure 5.2. The mean additional delay is only 2.54 ms,
which seems to be a small cost, if we compare it to the propagation delay for the
packet, which is 40 ms, or the end-to-end delay which necessarily is even larger.
We also achieve Pro < ¢, if fact, we actually get Pro ~ 0.06%.

Consider the same example scenario as in the previous chapter, illustrated in
Figure 4.10. The available radio bandwidth, 384 kbit/s with 10% losses, corresponds
to 42.2 Kbyte/s. The ideal TCP performance, one maximum window per RTT, was
34.8 Kbyte/s, which was reduced by 6.4% to 32.6 Kbyte/s due to spurious timeout
events.

For the tweaked link, we have a slightly larger RTT, which in itself would decrease
the throughput by 1%, and a significantly smaller Pro. The resulting throughput
is 34.2 Kbyte/s, an improvement by 5% compared to the unmodified link, and only
1% below the ideal TcP throughput. The degradation due to spurious timeout is
almost eliminated. These figures are summarized in Table 5.2.

The important point is that a simple but carefully selected modification to the
link-layer yields a modest but significant performance improvement.
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Kbyte/s
Available radio bandwidth 42.2
Ideal TCP throughput 34.8
With wireless link 32.6

With optimized wireless link  34.2

Table 5.2: The TCP throughput for the wireless link, before and after optimization.

5.5 Robustness

In the analysis, we have so far only considered the delay variation from the wireless
link, and assumed that the delay over the rest of the network path is constant. Now
assume that the artificial delays are chosen optimally based on the delay distribution
for the isolated link, and applied to the end-to-end RTT over the complete network
path. In this section we will prove that the resulting Ppq is still small, under some
conditions on the delay distribution for the rest of the network.

If the delay in the rest of the network is modelled as a stochastic variable V', then
the end-to-end RTT is X + V. So our objective is to find a bound on Ppo (X + V).
Since Pro is invariant under the addition of constant delays, we can make the
convenient assumption that E(V) = 0.

If we assume that X and V are independent, we can derive a simple bound
for Pro(X + V), which will also depend on the robustness margin p. First, define
¢ =E(X 4+ V) +40(X + V). Note that ¢/ > ¢, so that ¢/ —2; — d; > p for i < k.

Next, condition on X,

Pro(X +V)=P(X +V >¢)
:ZPZP(V>C/_x1_d1)

2

k
< ZPz‘P(V > p) +ZP¢
i=1

i>k
<PV >p)+e

This bound shows that if the delay variations in the rest of the network are small
enough relative to our robustness parameter p, Pro (X + V') will not be much larger
than e. For typical distributions, the bound for the first sum is very conservative.
This is because the first few p; dominates, while the corresponding ¢’ — x; — d; are
significantly larger than p. A more precise bound can be calculated using additional
information about p; and the distribution of V.
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5.6 Summary

The first part of this chapter discusses optimization of the retransmission schedul-
ing. An input/output model is suggested where the role of the scheduling mecha-
nism is made explicit as a feedback.

The main contribution has been to show that a slight artificial increase of the
delays of certain retransmitted packets may reduce the risk of spurious timeout
in TCP and hence increase the throughput; in an example the increase was 5%.
The artificial delay distribution is optimized off-line and applied on-line. The ad-
ditional delay that is applied to a packet depends only on the retransmission delay
experienced by that same packet, and this information is available locally at the
link.






Chapter 6

Conclusions and further work

This chapter summarizes the results of the preceding three chapters, and
outlines directions for future research.

6.1 Radio network feedback

Chapter 3 studies TCP performance over the high-speed downlink packet access
(HsDPA) channel in the universal mobile telecommunications system (UMTS), i.e.,
downlink performance. The channel disturbances in our model and simulations are
bandwidth changes and temporary outages. A split-connection scheme is proposed,
analyzed, and compared to a setup with standard TCP Reno end-to-end.

The proposed scheme uses an HTTP proxy, and explicit signalling from the ra-
dio network controller (RNC) to the proxy. The proxy does not use TCP Reno to
determine its window size and sending rate, instead it uses a controller based on
feedforward of the actual bandwidth of the radio channel, and feedback from the
queue length at the RNC. The information needed by the controller is provided by
the RNC in the form of radio network feedback (RNF) messages.

With this proxy, the user’s response time is shortened, and the utilization of
the radio channel is improved, compared to TCP Reno. Thanks to the feedforward
control, the proxy can adapt faster to bandwidth changes. In particular, it recovers
better from temporary outages. The proxy gets accurate RNF messages at the start
and end of an outage. In contrast, TCP Reno, like any end-to-end protocol, will see
no ACKs at all during an outage, and it is required to use exponential backoff when
probing the channel to see when the outage ends.

The model based design allows tuning of parameters such as the target RNC
queue size ¢ref, and the amount of buffering space for the queue. The proposed con-
troller uses well known principles: Feedforward, to adjust to bandwidth changes,
and feedback, to control the RNC queue size in spite of uncertainties in the avail-
able bandwidth and delay information. The actual control laws are very simple;
more advanced controllers could be designed to improve performance, or to handle

65
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additional disturbances in the system. One interesting extension is to introduce an
outer control loop that selects a suitable value for gyef.

The stability analysis in Chapter 3 is limited, it would be desirable to improve
the analysis to prove global stability of the non-linear system, including the prop-
agation delays.

Implementation of the proxy and the RNF-enabled RNC is needed, to evaluate
the performance of the proxy solution for the real system, and to compare it to
other alternatives, e.g., performance enhancing proxies.

6.2 Delay variations of wireless links

Since modern wireless links include the capability of local retransmissions of dam-
aged frames, the primary difference between such a link and a wired one is no longer
the loss rate, but the packet delay distribution.

Chapter 4 develops a model for the frame loss process of a wireless link, using
models for the power control and retransmission processes. This model lets us derive
the link properties that are relevant to TCP, in particular the delay distribution.

To quantify the impact on TCP, the performance degradation due to spurious
timeout and spurious fast transmit was computed, and found to be up to 15%.
A simple way to alleviate the performance degradation caused by spurious fast
retransmissions is to configure the link to not forward packets out of order. It
seems clear that for links where TCP performance is important, and an option of
in-order delivery is available, it should be enabled.

An accurate model for the link-layer processes, and the resulting delay distribu-
tion, makes it possible to tune system parameters in a systematic way. The model
can also be used for the design of new controllers. A first step in this direction
is described in Chapter 5, which addresses the problem of spurious timeout. We
define a measure of TCP-friendliness for a link, or more precisely, for the link’s de-
lay distribution. The timeout value in TCP makes timeout a very rare event if the
roundtrip time has a uniform or normal distribution, but that is not the case for
the delay due to link-layer retransmissions.

A wireless link can be made more friendly to TCP, in this sense, by adding care-
fully chosen artificial delays to certain packets. Choosing these additional delays,
and at the same time keep the average delay increase small, is posed as an opti-
mization problem. If the link adds the optimal delay to each packet, the average
delay increase is only a few ms, but still most of the spurious timeouts, and the
corresponding performance degradation of TCP, is eliminated.

One interesting mathematical problem is extending the delay optimization to
a continuous setting. Ome variation is as follows: Consider an input which is a
stochastic process z(t), a non-negative control signal d(t), and the output Z(t) =
x(t) + d(t). Choose an optimal d(t), depending on the history of z(t), subject to
an objective and a set of constraints, which are all expressed as functionals of Z(t).

The used models need further experimental validation. The results are consis-
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Figure 6.1: Approaches to the TCP over wireless problem.

tent with experiments and simulations in the literature, which focus on high level
properties such as TCP throughput. Data sets with realizations of the underlying
frame loss process would be highly useful for validation.

6.3 Approaches to TCP over wireless

As described in the introduction and illustrated in Figure 6.1, there are several
possible approaches to improved TCP performance over radio links, classified as:

End-to-end: Improve the transport algorithms in the endpoints, i.e., TCP, to
adapt better to the disturbances from wireless links.

Split-connection: Use a proxy to hide the wireless link from peers on the Internet.

Link-layer: Design link-layer tradeoffs that results in link properties that are eas-
ier to handle for the endpoints.

Improving the end-to-end TCP algorithms is an area of intense research. A
drawback of this approach is that deployment of new algorithms affect all Internet
end systems, which is a slow and costly process. Tuning the link properties is more
practical from a deployment point of view, at least if the tuning can be done before
widespread adoption of a new link type. For example, spurious fast retransmissions
can be eliminated by having the wireless receiver buffer packets, making sure that
packets are never forwarded out of order (this “in-order” option is already available
on real systems [13, 32]). To reduce the number of spurious timeouts, the link can
add artificial delays to packets or acknowledgements, to make the delay variation
more friendly to TCP, either random delays as in [28], or as described in Chapter 5.
Also the link-layer retransmissions themselves can be seen as an example of changing
the link properties to make the link more TCP friendly.

To this list, one could also add overall delay reduction. Smaller delays im-
proves network performance in general and TCP performance in particular. If the
bandwidth-delay product can be made smaller than the maximum window size in
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Figure 6.2: The layers in the networking stack, and the corresponding control loops.

TCP, then a modest size buffer just before the radio link should be sufficient to
keep the link saturated, regardless of fluctuations in the TCP congestion window.
It is hard to say if reducing bandwidth-delay product is a realistic objective, as it
depends on the speed and delay of future link technologies. Extensions to TCP that
increase the maximum window size would also help, for the same reasons [25].

6.4 Towards a systematic design for layer separation

If we look at the networking stack in Figure 6.2, the ideal is to have layer separation:
Each layer should operate independently and not interact with the inner workings
of other layers. In control theory, a similar notion is cascaded control, where each
loop operates on its own time-scale, each inner loop working on a faster time-scale
than the outer loops. In each layer, there are tradeoffs that are influenced by the
design of the control loops. If we want to improve layer separation by changing the
automatic control in the various layers, where should we put the effort?

In the lowest layer, the power control, the control design has severe constraints
of its own, relating to energy efficiency, stability and cost of deployment. We can
probably not add new requirements, related to “TCP-friendliness”, to power control
design.

At the opposite end of the networking stack, end-to-end congestion control,
improvements to the TCP algorithms in the end-nodes are important, but difficult
for several reasons. Since TCP has to be general and work over any path across the
heterogeneous Internet, with many different types of links, it does not make sense to
tailor TCP for the peculiarities of one link type. End nodes have limited information
about what goes on in the link (note that the link and the TCP implementations
are not only in separate layers, they are also geographically separate). There are
also severe design constraints, such as fairness and global stability of the Internet.

However, we do have a fair amount of engineering freedom in the link-layer, even
if we do not want to modify the power control. In this thesis we have considered
only one out of many possible schemes for link-layer retransmissions (ARQ). There
are also other link-layer mechanisms that can be exploited, e.g., forward error cor-
rection (FEC), rate adaptation and scheduling. Joint optimization of FEC, ARQ and
transmission power is investigated in [6], and extended further, to also include rate
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adaptation, in [38].

How to get the most out of these different mechanisms, used together, is not well
understood. The output signals we want to control are the capacity, loss and delay.
It is clear that the available control signals enables us to make tradeoffs between
how radio disturbances affect the output signals. But how should the disturbance
rejection work be divided between power control, rate adaptation, FEC, ARQ, and
scheduling? What are the fundamental limitations on what can be achieved?

To achieve a general layer separation between TCP and radio links, we need a
class of “friendly” link characteristics, in terms of the dynamics of capacity, losses
and delay, such that:

e Link-layer control can be used to turn real physical radio channels into links
of this class, with close to full utilization of the radio resources.

e Congestion control of end-to-end TCP can be designed to work well over all
links in the class, and over all network paths made up of links from this class.

Searching for such a class, and designing the corresponding link-layer and end-to-
end controllers, is a meet-in-the-middle attack on the TCP-over-wireless problem.
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Appendix A

Proof of Lemma 1

Lemma 1 The equation ax = e*, with a > 0, has a solution x > 0 if and only if
a > e. Furthermore, the solutions satisfy 1/(a —1) < z < 2a.

Proof: For the first part, define f(z) = —axz + e*. We have f(0) =1 and f(z) —
+00 as © — +oo. By continuity, f has a zero if and only if min f(z) < 0. The
minimal value can be computed explicitly: f'(x) = —a +€*. If « < 1, f is strictly
increasing and hence positive for all > 0. So assume « > 1. Then f/(z) = 0 has
a single solution at z = log . Which implies min f(z) = a(—loga + 1) <0 if and
only if a > e.
For the second part, the inequality
T 1 2

ar=¢e¢">1+z+ 51:
implies that 0 > 22 —2(a — 1)z +2 = (z — (@ — 1))? + 2 — (o — 1)2. Since a > e,
we have (o — 1)2 > 2. Hence any solution z must lie in the interval

|t — (a—=1)| <y (e —1)2 -2
For the lower bound, use 1 — /1 —t > t/2, to get
r>a—1—+/(a—1)2 -2

2
:(a—1)<1— 1—m>

1

a—1

and for the upper bound, x < a — 1+ /(@ —1)? — 2 < 2a. O
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